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Abstract

Software development methodologies instruct teams how to collaborate on developing software for their project. Methodologies include, among others, procedures, tasks, techniques, guidelines, and tools. As each software project is unique, each requires its own, tailored methodology, or *way of working*. With an inadequate methodology, or one that remains unadopted by the team, the project could end in failure.

The methodology-growing technique defined by Cockburn allows to create a suitable methodology for a software project. This technique does not support existing projects, though. Furthermore, it does not provide suggestions and guidance what to change to the methodology.

This thesis proposes to extend the methodology-growing technique into a framework that is able to support organizations in attaining suitable and adopted methodologies for software projects. Properties of the software project are collected that influence decisions on its methodology. These are used to prepare and hold incremental reflection workshops. During these workshops, team members collaboratively improve the methodology, making decisions on their previous experiences and on the properties of the project.

We propose to define methodologies as a composition of software development practices. Practices can be documented, reused and incorporated into methodologies when they are applicable. We propose to extend documented practices with their usage criteria. These descriptions indicate when a practice is suitable and how it can be adjusted to the project.

The methodology-growing framework has been applied at a small-scale project to improve its methodology. Furthermore, surveys have been held with employees at the organization where the project is located. The case study and evaluation together show the framework is usable to improve the methodologies of software projects.
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Chapter 1

Introduction & Motivation

This chapter introduces software development methodologies and states the goal of this thesis. The problem statement is defined and research questions are stated that have specified the focus of the performed research.

§

This thesis will propose a framework for attaining and improving methodologies within a project. It has been applied within a single case to improve the methodology of a two year old project in the financial domain.

1.1 Background

Definition of methodology

A software development methodology can be defined as a means to achieve the development of systems, based on an underlying philosophy. Methodologies can include, among others, phases, procedures, tasks, rules, techniques, guidelines and tools [4, 30].

Benefits

Methodologies are useful for a number of reasons [4, 12, 24, 30]:

- Methodologies can increase transparency of the development process, which facilitates management and control of the project and thereby reduces risks and uncertainty.
- They can increase productivity and quality as necessary resources can be predicted beforehand.
- Methodologies divide the complex process of software development into plausible, consistent steps.
Furthermore, according to Cockburn [3], methodologies can
- Introduce new people to their jobs.
- Delineate responsibilities.
- Show progress.
- Provide a curriculum for education.

**Agile methodologies**

The Agile Manifesto provides a guideline for a new class of methodologies that emerged in the mid-nineties: the agile methodologies [6]. The Manifesto includes twelve principles for agile methodologies, focusing on customer satisfaction, changing requirements, frequent delivery, and other aspects to software development. Agile methodologies have gained increasing acceptance in the IT industry, as a number of surveys show [1, 26, 28, 29, 32], with up to 80% of the respondents indicating they use some agile methodology.

Surveys show agile methodologies are adopted for the following reasons [26, 32]:
- They shorten time to market.
- They manage changing requirements.
- They increase productivity and quality.
- They increase predictability and better align business and IT.
- They reduce waste.

**Adoption**

Usage of methodologies is hard to measure because of bias and focus on specific methodologies [10]. Surveys and research indicate, though, that many organizations are not using any methodology [12, 13, 14]. Among other reasons, this is caused by the selection of methodologies by management, who see more benefits to their use than developers, resulting in an unadopted methodology [14].

Furthermore, using an inappropriate or inadequate methodology can result in development failures [33]. Every project calls for a different methodology that fits both the project and the problem [8]. Attaining a methodology that is appropriate and adequate for the project, as well as accepted and adopted by developers is therefore important.

**Tailoring**

Fitzgerald suggests that methodologies that are tailored to the organization are more likely to be adopted [11]. A methodology is tailored to the needs of the development environment, for which parts of the methodology can be omitted.
or described in a broader sense. Instead of describing the exact way develop-
ment should take place, the tailored methodology often specifies activities and
objectives in less detail. In order to tailor a methodology, Cockburn has designed a methodology-growing

**Methodology-growing technique** [8]. With it, teams can construct and tune their own methodology “on-
the-fly”, beginning with a selected base methodology and iteratively tuning it to
better fit the project and the team members. Tuning is achieved by holding
reflection workshops. In these workshops, teams discuss what they have learned
during an increment and decide what they will improve.

**Problem statement**

The methodology-growing technique provides a guideline for iteratively tailoring
methodologies. In doing so, teams look into “things to try” for their methodology. The technique does not, however, include a manner of composing methodologies. It also does not provide suggestions of practices that can be applied within the
project. If teams want to look into new or alternative practices, they are required
to do their own research.

Cockburn’s technique also does not provide instructions for modifying the methodo-
dy of an existing project. Applying the technique to an existing project would
require it to replace its entire methodology. According to Anderson, this would
result in an unadopted methodology, as team members are likely to resist the
change [3].

### 1.2 Research objectives

#### 1.2.1 Main objective

This thesis will extend the methodology-growing technique to both support ex-
isting projects and to suggest new practices that can be applied within projects. The main objective of this thesis is:

*Designing a framework able to support organizations in attaining adequate agile software development methodologies for new and ex-
isting software projects.*

#### 1.2.2 Research questions

The following research questions will be the guideline to design such a framework.
1. For a given software project, how can suitable software development practices be identified and incorporated into a coherent methodology?

To improve a methodology, Cockburn indicates teams look into possible improvements, but does not include guidelines toward identifying these [8]. The following subquestions aid in the answer of the main research question:

a) How can software development practices be documented?

b) How can usage criteria of documented practices be described?

c) How can software development practices be incorporated into a coherent methodology?

2. How can software development practices be selected and adopted in both new and existing software projects?

Previous work in this area has not addressed how both new and existing projects can attain a suitable methodology. Many techniques only support newly starting projects or replacing the current methodology entirely, such as the methodology-growing technique by Cockburn and the decision model introduced by Vavpotič and Vasilecas [8, 31]. As explained earlier in this chapter, replacing the entire methodology is likely to result in an unadopted methodology.

The goal of this thesis is not to help projects achieve a theoretically perfectly suitable methodology, but rather to help them attain a methodology team members will truly adopt. The following subquestions aid in the answer of the main research question:

a) Which properties of software projects are important for making decisions on a methodology?

b) How do identified properties of software projects apply to new or existing software projects?

c) How do identified properties of software projects affect decisions regarding a methodology?

d) By what method can software development practices be adopted in a methodology?

1.2.3 Definitions

The main objective and research questions use terms that are defined next:


1.3 Approach

To answer the research questions and accomplish the stated goal, the following approach has been used:

- Existing design principles for creating and adjusting methodologies are described in Chapter 2.
- A meta-model for methodologies to decompose them in smaller, reusable parts has been selected and discussed in Section 3.1.
- A library of reusable practices, appended with a description of their purpose, prerequisites, necessary commitment, and how they can be tailored, is described in Section 3.2.
- A ways of documenting reusable practices has been defined in Section 3.3.
- Properties of software projects that are important for making decisions on a methodology have been identified and discussed in Chapter 4.
- Checklists for composing methodologies out of reusable practices are provided in Section 5.1.
- A framework extending the methodology-growing technique is discussed in Section 5.2.
- This framework has been applied in practice at a small-scale, two year old project, as discussed in Chapter 6.
- Surveys are held amongst employees at Topicus, with the team members of the project at which the framework was applied, and with a number of employees experienced with software development and methodologies. The surveys and the results are discussed in Chapter 7.

Finally, Chapter 8 answers the research questions and discusses the contributions and limitations of this thesis.
1.4 Evaluation approach

This thesis has led to the design of a framework for improving software development methodologies. It has been evaluated within Topicus, where the research took place.

Firstly, the framework has been applied in practice at a small-scale project in a growing organization. This case study is described in Chapter 6. Team members of the project were asked to complete a survey on their opinion of the framework.

Secondly, six experienced employees within the organization have aided in the design of the framework by discussing it in detail. The discussions were held as two semi-structured interviews. The used forms are included in Appendix A. During the discussions, the framework was explained in detail. Their comments and feedback have aided in the design of the framework. They have also been asked to complete a survey on their opinion of the framework. This survey was an extended version of the one completed by the team members.

Lastly, employees within the organization have been asked to fill in a short survey. This survey determined whether the framework is in line with how employees with different roles and responsibilities would want to improve their methodology.
Chapter 2

Methodology Design

This chapter discusses concepts and design principles for software development methodologies. These are used to discuss and make decisions on methodologies.

§

Conceptual terms that are used for describing methodologies, as defined by Cockburn [8], are first introduced in Section 2.1. These are also used in Section 2.2, where methodology design principles are discussed.

2.1 Conceptual terms

Cockburn discusses the design of methodologies using the conceptual terms described in this section [8]. These definitions are used in the methodology design principles described in Section 2.2. Some of the terms described by Cockburn have not been included in this section as they remain unused within the rest of this thesis.

Methodology size

The size of a methodology is defined as the number of control elements included in it. These include deliverables, standards, conventions, activities, quality measures and technique descriptions.

A larger methodology, with more control elements, is said to be more prescriptive, while a lighter methodology is more adaptive [21].

Ceremony

The ceremony of a methodology is the amount of precision and the tightness of tolerance, both explained in this section later on. The necessary amount of
ceremony of a methodology depends on the system criticality which is explained below.

The past experience of the author of the methodology also affects its included ceremony. Authors tend to include additional ceremony on everything they have seen gone wrong.

**Methodology weight**

The weight of a methodology is the product of its size and ceremony. This is a conceptual product, as it cannot be expressed as a number. The term methodology weight is used to indicate and compare the size and ceremony of methodologies.

**Problem size**

The problem size is defined as the number of elements in the problem and their cross-complexity. This indicates how hard it is to solve a problem. The problem size cannot be shown as an absolute measure, but the difficulty of different problems can often be compared.

**Project size**

The project size is the number of people whose efforts need to be coordinated. Depending on the project, the methodology might only need to coordinate development efforts, or might need to coordinate an entire department with different roles.

**System criticality**

The criticality of a system is the potential damage an undetected defect in the system can bring. Cockburn recognized four main classes [7].

- **Loss of comfort**
  With a system failure, only comfort is lost, such as having to do what the system automatically does by hand. Purchase support systems fall in this category.

- **Loss of discretionary moneys**
  System failure results in loss of money, but only in the range of discomfort, such as the failure of an invoicing system. The loss of money can be recovered.

- **Loss of irreplaceable moneys**
  If the system would fail, any money lost cannot be recovered by hand or after system recovery. Bank account systems fall under this category.
2.2 Methodology design principles

Cockburn has documented seven principles for designing and evaluating methodologies [8].

1. Interactive, face-to-face communication is the cheapest and fastest channel for exchanging information

Creating software is easier and less expensive if the entire team is sitting together and has frequent and easy direct contact.

As the problem size increases, direct communication will become more difficult to arrange, as more people are needed to solve the problem (also see the third principle). This results in increased cost of communication, as well as decreased quality of communication and more difficulty in developing the software.

This principle does not entail all software can nor should be developed by a small group of people in a single room. Principle 3 describes that as the problem size increases, the project size needs to increase to cope.

2. Excess methodology weight is costly

Letting team members spend time producing artifacts, such as intermediate work products, charts, documents or plans, takes time away from development. Adding elements to the methodology means adding workload to the team, which
Figure 2.1: Problem size and methodology weight for a given project size [8].

decreases productivity. Adding a seemingly small amount of this methodology weight will add a large cost. Figure 2.1 shows the effect of adding methodology weight and shows that a fixed team size can often work on a larger problem with a lighter methodology.

Removing methodology elements can increase productivity of the team. But eventually, this approach can affect the elements that address (code) quality, in which case the removal of elements can backfire. Therefore, only excess weight should be removed, though what is excess is hard to determine. Cockburn suggests starting with a lighter methodology and adding elements where necessary.

3. Larger teams need heavier methodologies

As the project size increases, it becomes less clear what each team member is doing within the project. More coordination is required to ensure their work does not overlap or interfere with each other. In this case, heavier methodologies are necessary to offer this coordination. The relation between methodology weight and problem size, with a large number of people, is shown in Figure 2.2.

Principle 2 also applies to heavy methodologies, as shown in the right-most part of Figure 2.2.

4. Greater ceremony is appropriate for projects with greater criticality

The criticality of a project is an indication of the potential damage if the developed system were to fail. The ceremony of a methodology is the amount
of precision and the tightness of tolerance included in it. As the criticality increases, there is less tolerance for error. Additional costs to prevent defects in the system become justified and tighter control mechanisms within the methodology are necessary.

According to the second principle, additional methodology weight is costly. In projects with high criticality, however, this weight is not excess, it is added to prevent potential costs.

5. Increasing feedback and communication reduces the need for intermediate deliverables

Intermediate deliverables, such as refined requirements documents, are used internally (within the team) to facilitate decisions. There are two ways to reduce the need of these deliverables:

- Deliver a working increment of the system quickly enough for rapid feedback that will indicate whether the system is developing in the right direction.
- Reduce the team size so that everyone is close enough for direct communication. This way, no internal documents are necessary.

6. Discipline, skills and understanding counter process, formality and documentation

- Documentation is not the same as understanding. Most knowledge within a project is tacit knowledge, which cannot be documented. Only a small part of everything necessary to know within the project can be documented.

Figure 2.2: Problem size and methodology weight for a high project size [8].
• **Process is not the same as discipline.** In case of a process, people follow instructions that have been defined for them. Discipline means people have chosen to work in a consistent way. Therefore, process does not necessarily impart discipline.

• **Formality is not the same as skill.** Filling in forms cannot replace the skills of people. System architecture designers, for example, will apply use cases to create designs of the system and will rework this over time to improve it. No formality will be able to replace this skill.

Heavy methodologies often rely on process, formality and documentation, which optimize activities. These methodologies work better when the problem domain is well known and there is no need to adapt to changes. This gives the project the chance to optimize its costs. Lighter methodologies cling to discipline, skills and understanding, which can be labeled as adapting. This difference is displayed in Figure 2.3. Lighter methodologies are better when circumstances change and when the problem domain is not well known.

### 7. Efficiency is expendable in non-bottleneck activities

A bottleneck activity is one whose speed determines the speed of the entire project. Take, for instance, a project with a group of developers and a single
database administrator (DBA). All developers generate work for the DBA, but the DBA is unable to keep up with the generated workload.

Such a situation can be improved by getting work to a more complete and stable state before passing it to the bottleneck activity. In the example, developers could spend more time drawing designs so the DBA can understand what has to be done more easily. The bottleneck activity can then be done as efficiently as possible, with the least amount of rework. The activities before the bottleneck activity will contain more rework, thus working less efficient, but enabling the bottleneck to be efficient.
Chapter 3

Methodology Composition

This chapter proposes a way to decompose software development methodologies into smaller practices. In doing so, practices can be documented and extended with their usage criteria for reusability.

§

Methodologies are often seen as a composition of smaller parts into a whole. For instance, Cockburn describes methodologies as a structure of 13 types of related elements [8]. Another example is the Software & Systems Process Engineering Metamodel (SPEM), a meta-model for defining processes, such as entire methodologies [23]. Elements of a methodology can be added, replaced, discarded, altered, and adjusted to the project where they are applied.

In this thesis, we define methodologies as a composition of software development practices, as proposed by the SEMAT initiative [18]. Software Engineering Method and Theory (SEMAT) is an initiative started in 2009 by Jacobson, Meyer, and Soley “with the aim of refounding software engineering as a rigorous discipline” [17]. In contribution to this goal, a kernel in which to describe methodologies and practices has been defined so they can be composed, simulated, applied, compared, evaluated, measured, taught, and researched [15, 19, 24].

This chapter first describes the SEMAT Kernel in Section 3.1. Section 3.2 extends the documentation possible with the Kernel, proposing that by adding usage criteria of practices, they can be stored in a library and reused. Finally, Section 3.3 provides instructions on how practices can be documented, using the Weekly Cycle as an example [5].
Definition of software development practice

SEMAT defines a practice as a repeatable approach that provides guidance to deal with some dimension of software development [10].

3.1 SEMAT Kernel

The SEMAT Kernel is divided into three areas of concerns: the Customer, the Solution, and the Endeavor [16]. Each area of concern contains alphas, activity spaces, and competencies, explained below.

Figure 3.1 depicts how methodologies are composed of practices, which can be documented using the Kernel. The symbols defined by SEMAT is used in combination with UML class diagram notation to show relationships. Practices, alphas, activity spaces, activities, and competencies all have their own symbols, which have been annotated with their name for clarification.

Note that SEMAT uses the composition notation also present in UML differently, for instance to indicate a practice extends an alpha from the Kernel [24]. In this chapter, only the symbols of SEMAT are used. In Appendix 13 however, all diagrams are in SEMAT notation.
3.1. SEMAT KERNEL

3.1.1 Alphas

Alphas are representations of essential things to work with when developing software [10]. Figure 3.2 shows all alphas included in the Kernel and their relations. For instance, the Endeavor area of concern includes the Team that applies its Way of Working, which in turn guides the Work that the team performs. Alphas have states that reflect the current status of the development endeavor. The Software System, for instance, can be in states Architecture Selected through Retired.

Figure 3.3 shows the structure of alphas and sub-alphas that extend their parent alpha. States are defined which alphas can be in. An alpha enters a state when its defined checkpoints are achieved. The Requirements alpha, for instance, is in the Addressed state when the following checkpoints are achieved:

- Enough of the requirements are addressed for the resulting system to be acceptable to the stakeholders.
- The stakeholders accept the requirements as accurately reflecting what the system does and does not do.
- The set of requirement items implemented provide clear value to the stakeholders.
- The system implementing the requirements is accepted by the stakeholders as worth making operational.
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Adding a sub-alpha beneath an extended alpha implies the sub-alpha contributes to its parent alpha in some way. A multiplicity is added to this relation, for instance to show that the Week sub-alpha of the Weekly Cycle occurs multiple times under Work, as further explained in Section 3.3.

Alphas and sub-alphas can contain work products. A multiplicity is added to show the possible number of each work product type, for example “1..*”. The work products can be in defined levels of detail and can contain multiple sections describing its contents.

Practices can also add additional details to alphas they extend from the Kernel. For instance, the Requirements alpha has an additional state Prioritized with the MoSCoW Prioritization practice, described in Appendix B.3.

### 3.1.2 Activity spaces

Activity spaces contain essential things to do while developing software [16]. Examples of activity spaces are Implement the System, and Explore Possibilities. Note that these are not activities but that practices add activities to their corresponding activity space. See Figure 3.4 for all activity spaces included in the Kernel, grouped by area of concern.

Activities described in a practice are added under their corresponding activity spaces, which are extended by the practice. This is shown in Figure 3.5. Activities have any number of (sub-)alphas as input, on which some operation is
In the context of software engineering, work is everything that the team does to meet the goals of producing a software system matching the requirements, and addressing the opportunity, presented by the stakeholders. The work is guided by the practices that make up the team’s way-of-working.

**Team**: A group of people actively engaged in the development, maintenance, delivery or support of a specific software system. One, or more, teams plan and perform the work needed to create, update and/or change the software system.

**Way-of-Working**: The tailored set of practices and tools used by a team to guide and support their work. The team evolves their way of working alongside their understanding of their mission and their working environment. As their work proceeds they continually reflect on their way of working and adapt it as necessary to their current context.

**Activity Spaces**: The Things to Do

The kernel also provides a set of activity spaces that complement the Alphas to provide an activity based view of software engineering. The kernel activity spaces are shown in Figure 4.

In the customer area of concern the team has to understand the opportunity, and involve the stakeholders:

1. **Explore Possibilities**: Explore the possibilities presented by the creation of a new or improved software system. This includes the analysis of the opportunity to be addressed and the identification of the stakeholders.

2. **Understand Stakeholder Needs**: Engage with the stakeholders to understand their needs and ensure that the right results are produced. This includes identifying and working with the stakeholder representatives to progress the opportunity.

3. **Ensure Stakeholder Satisfaction**: Share the results of the development work with the stakeholders to gain their acceptance of the system produced and verify that the opportunity has been successfully addressed.

4. **Use the System**: Observe the use of the system in a live environment and how it benefits the stakeholders.

**Figure 3.4: Activity spaces in the SEMAT Kernel** [24].

Completion criteria are added to activities, which point to levels of detail (of work products) and states (of alphas). When an activity is performed, these levels and states are achieved for the corresponding work products and alphas. For instance, performing the Weekly Planning Meeting of the Weekly Cycle practice, used as an example in Section 3.3 means the Week Backlog work product reaches the Filled state.

Activities can also indicate the competency that is accountable for performing it, though not shown in the figure. Competencies are defined in the Kernel to represent the key competencies required to perform software engineering. Figure 3.6 lists all predefined competencies. Competencies are still a work in progress at the time of writing and therefore remain largely unused within this thesis [16].

### 3.2 Practice library

Using SEMAT, software development practices can be documented and stored in a library for reuse with other projects and methodologies. To incorporate practices into the methodology of a software project, we propose to extend the documentation of practices to include their purpose, prerequisites, necessary commitment, and possible ways of tailoring them.
Figure 3.5: Relationship between activities, work products, and alphas.
3.2.1 Purpose

We propose to add a description of the purpose of each practice to its documentation. This description explains why a practice should be incorporated within the methodology of a project. When considering a practice, its purpose helps identify if it would be of use to the project and the team.

The purpose of a practice can touch many aspects of software development. For example, the User Stories practice would have the following purposes:

• Tasks are written as customer-visible functionality.
• Tasks are displayed on index cards on a card wall, making it possible to track their progress.

3.2.2 Prerequisites

Each practice has prerequisites before they can be applied within a project. Three types are recognized:

• Requirements that can be described using properties of the project. The Daily Standup, for instance, requires the team to be located close together.
• Dependencies on other practices. For example, the Weekly Cycle requires the use of User Stories so a customer representative can understand the tasks he choses to be on the agenda for the next week.
• Other prerequisites, such as the necessity of a certain expertise. Visualize Workflow, for example, needs an outline of the workflow within the project before a card wall can be prepared and tasks can be tracked along this workflow.

We propose to add the prerequisites so they can be used as guidelines when considering if and how to incorporate a practice into a methodology. Using the description of how a practice can be tailored of Section 3.2.4, the practice can be adjusted to fulfill its prerequisites as well.

As an example, Scrum requires the availability of a domain expert to fill the role of Product Owner. This role can also be filled by a representative to which customers can relay requirements of the system under development.

Aside from tailoring a practice, the project can be changed to accommodate for the prerequisites of a practice as well. For example, a team that has been spread across two floors can be moved to a single floor, fulfilling the prerequisite of the Daily Standup.

3.2.3 Necessary commitment

Practices require certain work and activities to be carried out to apply it correctly. This is documented as the necessary commitment of a practice. Among others, include regular activities, meetings, and maintained work products. This description gives an idea of the additional methodology weight and of the workload demanded of the team. It helps in considering whether to incorporate a practice in the methodology of a project.

For example, Scrum requires two regular meetings: a planning meeting for scheduling the next increment, and a review meeting for demonstrating what has been achieved.

3.2.4 Tailoring

In many cases, practices will need to be tailored to a project before they can be applied. We propose to add a description of how practices can be tailored to the project, without damaging its purpose. Practices described in literature often already contain instructions for adjusting it to a project.

This description can be used to better fit the practice to the project and the team. Furthermore, the practice might need to be adjusted so its prerequisites are met.
3.3 Documenting software development practices

This section describes how software development practices can be documented with the SEMAT Kernel. The EssWork Practice Workbench has been used, which supports documenting practices with the Kernel [13].

The Weekly Cycle has been used as an example throughout this section [5]. Extreme Programming has combined this practice with User Stories and Test-First Programming, which are filtered out of the practice description. The entire documentation of the Weekly Cycle is available in Appendix B.1.

The following steps explain how practices can be documented.

1. Identify and extend alphas

The SEMAT Kernel predefines seven alphas, or “things to work with”. Go over each of these and decide whether the practice extends the alpha.

For instance, the Weekly Cycle extends the Work alpha, as it instructs the team that work is performed in weekly increments.

2. Add sub-alphas to alphas where appropriate

Adding a sub-alpha to an alpha implies the practice contributes to this alpha in some way.

For the Weekly Cycle, a sub-alpha Week is added under the Work alpha to denote work is divided in weeks. The Week sub-alpha is given the states Planned, In Progress, Concluded, and Closed, showing how a workweek progresses. As multiple weeks are held, the multiplicity between Work and Week is set to “1..*”. Extend any additional alphas if new sub-alphas are discovered.

3. Add work products to alphas and sub-alphas

Add work products defined in the practice to their corresponding alphas or sub-alphas. Add levels of detail and sections that match the description in the practice.

For the Weekly Cycle, when workweeks are scheduled, a backlog is created containing the work items the team will complete the upcoming week. Correspondingly, the Week Backlog work product is added to the Week sub-alpha with Filled and Completed as levels of detail. No sections for the Week Backlog are...
described. As a single Week Backlog is created every week, the multiplicity from
Week to the Weekly Backlog work product is set to “1”.

If additional work products are discovered, extend the corresponding alphas if
the practice does not do so yet.

The Weekly Cycle includes a Weekly Increment work product corresponding
to the Software System alpha, which the practice will need to extend. The
work product is added under the Software System alpha. The work product
has Planned and Complete as levels of detail, which show that an increment
to the system will first be scheduled and finally be completed. No sections are
described. As the Software System is built by implementing multiple Weekly
Increments, the multiplicity between these two is set to “1..*”.

4. Identify activities and extend corresponding activity spaces

The Kernel predefines fifteen activity spaces, or “things to do”. Look into the
activities present in the practice and extend the activity spaces under which
these belong.

The Weekly Cycle specifies two activities: a meeting held at the beginning of
every week and deploying a new version of the system at the end of the week.
The practice therefore extends the Deploy the System and Prepare to do the
Work activity spaces.

5. Add activities to identified activity spaces

Describe the activities within the practice under the corresponding activity
spaces.

For the Weekly Cycle, the Weekly Planning Meeting activity is added under Prepare to do the Work. The meeting takes the Requirements alpha from the Kernel as alpha input directly, as the backlog will be planned using these requirements.

It has three completion criteria: the Week and Weekly Increment are Planned and the Weekly Backlog is Filled. The activity Deploy Increment is added under Deploy the System with three completion criteria: the Weekly Increment is Complete, the Week is Concluded, and the Software System is Operational.

Although competencies in the Kernel are still a work in progress, specifying an accountable competency makes it clear what role is necessary for completing the activity. For the Weekly Planning Meeting, this is the Stakeholder Representative present in the Kernel. For Deploy Increment, this is the Development competency.
Note that additional alphas or sub-alphas can be discovered at this point, as activities take alphas as input.

6. Specify usage criteria of the practice

Lastly, specify the usage criteria of the practice, as defined in Section 3.2. These can already be described in the literature where the practice is explained, but can become more apparent when the team gains experience with applying the practice.

For the Weekly Cycle, the following are identified from literature.

**Purpose**

- Focus to finish a deployable system every Friday.
- Have short iterations and thus receive feedback from customers often.
- Letting teams reflect on their progress often.
- Perform and reflect on experiments within their workplace, such as changing details to the methodology, weekly.

**Prerequisites**

- Availability of customers for selecting tasks.
- The User Stories practice or a similar practice that has task breakdown and estimation.

**Necessary commitment**

- Weekly meetings on Monday to schedule work.
- Reaching deployable software weekly.

**Tailoring**

- The Weekly Cycle can be combined with Test-First Programming, in which tests are written before work items are implemented.
- Some people start their week on Tuesdays or Wednesday. The weekly meeting can be moved as long as it will not pressure the team to work over the weekend.
- Reduce the time necessary for the planning meeting. When applying the Weekly Cycle initially, planning meetings can take hours.
Chapter 4

Project Inventory

Properties of software projects that influence decisions on a methodology are identified in this chapter. Furthermore, a way to identify the important properties of a project is proposed.

As each software project is unique, each requires its own methodology with which to perform the software development effort [3, 8]. Projects can differ, among others, in team size, team members, budget, culture, schedule, and risks. These properties of projects can influence how their methodologies are composed. This chapter proposes a project inventory which enables gaining insight in a software project by collecting these properties.

The identified project properties are summarized in Table 4.1. They are divided into four groups:

- Properties about the project itself, described in Section 4.1
- Properties of the team members of the project, described in Section 4.2
- Properties about the developed solution, described in Section 4.3
- Properties of the current methodology of the project, described in Section 4.4

The project properties are described as questions to ask interviewees. They include a description of their possible influence on the methodology and how they apply to newly starting projects and existing projects.

The project properties have been selected from existing literature [8, 31]. The following properties have been added to better support existing projects:

- The current backlog of the project.
- The maintainability of the current software system.
- The current methodology of the project.
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<table>
<thead>
<tr>
<th>Project properties</th>
<th>System and project history, team culture, criticality, priorities, budget, requirement stability, customer availability, planned milestones, environment, problem domain complexity, current backlog</th>
</tr>
</thead>
<tbody>
<tr>
<td>Team member properties</td>
<td>People involved, problem domain experience, software development experience, methodology experience, willingness to change the methodology</td>
</tr>
<tr>
<td>Solution properties</td>
<td>Solution complexity, maintainability</td>
</tr>
<tr>
<td>Methodology properties</td>
<td>Current methodology, things to keep, things to discard or change, stakeholder requirements, standards and conventions, increment length, length of tasks, new requirements</td>
</tr>
</tbody>
</table>

Table 4.1: Identified project properties.

- The preferences of interviewed team members on their current methodology.
- The current length of increments, or time between releases if increments are not fixed.
- The length of lower-level tasks.
- The way new requirements become known within the project.

Section 4.5 describes how the properties of a software project are identified by interviewing key figures within the project. The project inventory is part of the methodology-growing framework further described in Chapter 5.

4.1 Project properties

This section lists the properties associated with software projects directly.

History

Ask for a short description of the history of the project, including changes in staff and emotional high and low points. This helps to gain insight in the size and type of the project, as well as to find other interesting questions to ask about the project. Furthermore, ask for the history of the system and whether there are any systems preceding the one under development. The goal of a project can be to provide maintenance on an existing system. The methodology should support this goal and not focus on developing new functionality, but rather on providing support. For newly starting projects, only the history of the system is applicable.
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Team culture
Ask interviewees whether they experience the culture within the team as being autocratic or participative. In a participative culture, team members are more likely to contribute in improving their methodology. In most autocratic cultures, on the other hand, management makes all decisions for the team.

The team culture is yet to be determined for newly starting projects. The team can initially discuss how they plan to shape the team culture, for example by determining who will carry responsibility for what decisions.

Criticality
Ask interviewees about the criticality of the system under development, defined in Chapter 2. The criticality indicates the amount of damage a failure would cause. More critical systems will need more control elements in the methodology. This applies to both existing and newly starting projects.

Practices that enable code reviewing and extensive testing, for example, can be included in the methodology for such cases. Even with low criticality, correctness can be a priority, for instance when stakeholders require it.

Priorities
Ask interviewees what the priorities of the project are. Priorities can range between productivity and prevention of legal liability [31]. The former focuses on a shorter time to market, often to get feedback quickly. The latter entails that artifacts are traceable and work is documented and tracked. Additional possible priorities are low costs and correctness, but also ask whether there are other priorities within the project.

The priorities heavily influence the methodology. For example:

• For a short time to market, the methodology needs short increments, each of which resulting in a workable product.
• To keep costs low, the project might need to have as few as possible team members, with a correspondingly designed methodology.
• When correctness is important, practices that enable regression testing, for example, need to be included.
• For traceability, the methodology needs more control elements as well as clear guidelines on what needs to be documented.

This property applies to both existing and newly starting projects, though priorities of newly starting projects might still need to be fully defined.
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Budget
Ask the interviewee to indicate the cost limitations within the project. A tight budget can influence decisions on the methodology. For instance, it means there is less room for excess methodology weight in the form of artifacts and documentation.

A budget too tight can have negative influence on the project’s success. From the methodology’s point of view, with a tight budget, less time should be spend creating artifacts and deliverables. Furthermore, letting the entire team sit in a single room will cost less than arranging for necessary communication.

For newly starting projects with a tight budget, the methodology should be composed light and later on extended if necessary. This will prevent excess weight. For existing projects, the team should look into which parts of the methodology are excess.

Requirement stability
Ask interviewees, especially those with a developer role, how stable and predictable requirements are. The stability and predictability of requirements can decide the length of increments and how soon feedback is necessary. If requirements are unstable, faster feedback is necessary and increments need to be short to allow this. Alternatively, include practices such as prototyping that allow for fast feedback.

This project property is of less influence to newly starting projects, as the overall stability of requirements is still unknown. Still, ask interviewees how stable they expect requirements to become.

Customer availability
Ask each interviewee how communication with customers or their representatives is arranged. In the best case, they are always available to answer questions and give feedback. Practices that enable quick feedback should be included in the methodology otherwise.

The level of customer cooperativeness influences the design of the methodology. For instance, lower cooperativeness means less feedback, so requirements might need to be made more concrete before they are moved towards development.

Projects can benefit from having a customer of customer representative in the team. This practice is also included in Scrum and Extreme Programming [3, 27]. Newly starting projects can decide to include this practice in their initial
methodology, if such a team member is available.

**Planned milestones**

Ask interviewees what they know of upcoming milestones within the project, such as minor or major features and version updates. It is possible that no milestones are scheduled, for instance when the system is in maintenance. Asking this helps to predict arrival of new requirements and workload. It is therefore related to the way new requirements become known, included in Section 4.4. The planned milestones and workload influence the required efficiency of the project, especially when a large backlog of tasks is still in progress. For instance, when many milestones are defined, the methodology should focus on high productivity. This property applies the same to both new and existing projects.

**Environment**

Ask each interviewee about external projects, organizations, and other parties that are involved. Projects that develop a system integrating with the developed solution are an example of such a party. Also ask for the stability and predictability of each party in the external environment and whether there are any risks for the project.

For both new and existing projects, the way to deal with the environment needs to be included in the methodology. For instance, other parties might require some form of reporting, which is also included in Section 4.4. Furthermore, the way communication with external projects is arranged should be included in the methodology as well.

**Problem domain complexity**

Ask each interviewee their estimation of the problem domain complexity. This is also called the problem size by Cockburn [8]. No absolute metric can indicate this complexity, but it can be discussed in terms as how difficult it is to learn and to implement a system in the domain.

The problem size affects the necessary methodology weight and project size. A lower project size, with a low methodology weight, can often solve the same problem size as a greater number of people with a greater methodology weight. When the problem size becomes larger, though, the number of people needed to succeed will greatly increase.

For a newly starting project, the problem domain complexity can be unclear initially. When the project progresses and the team is more experienced with
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the problem, team members can start making decisions based on this property.

Current backlog
Ask for the size of the current task backlog. If there is no backlog available, ask for an estimation of the number of work items and the time it would take to complete all of them. A large backlog can indicate the project is not running on schedule or if there are any unrealistic expectations towards the speed of development.

This property is not applicable to newly starting projects, which do not have a backlog of older tasks.

4.2 Team member properties

This section lists properties associated with the team members of software projects.

People involved and project size
Ask which people are involved with the project, including the interviewee. Determine how they are distributed amongst locations and what their roles and responsibilities are.

The number of people that are to be coordinated is an important factor for selecting and improving the methodology. As the number of people grows and their distribution becomes more spread, more communication elements must be included in the methodology for the project to succeed [8].

Problem domain experience
Ask interviewees how much experience they have with the problem domain of the project. If overall experience with the problem domain of the team is low, measures to prevent defects are necessary. For example, incorporating test-first programming in the methodology. Team members should also receive training to gain better understanding of the problem domain. This is especially important when the problem domain complexity is high, which is a project property described in Section 4.1.

For existing projects, it is likely there are experienced team members present. This does not have to hold true for new projects. In this case, it can be necessary to give team members training or to include a domain expert (such as a customer representative) in the team for quick feedback.
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**Software development experience**

Ask how much experience the interviewee has with software development. If overall experience with developing software is low, try to improve the team, not enlarge it. Enlarging it will make it necessary to increase the methodology weight, which comes with a cost, as explained in Section 2.2. Also ask team members that are not in a developer role about their experience with software development to see if they require further training.

For existing projects, project-specific questions can be asked as well, such as experience with used programming languages or frameworks.

**Methodology experience**

Ask interviewees about their experience in using software development methodologies. Also ask which roles they have played within the methodologies of other projects. Employees with much experience are more likely to contribute in improving the used methodology. However, employees that do not have experience with methodologies are likely to need more guidance in changing their way of working.

**Willingness to change the methodology**

Ask interviewees to indicate how willing they are to change their current way of working. When interviewees are generally rigid, it is less likely major changes to their methodology will be adopted by the team.

4.3 Solution properties

Two properties of the developed system are identified to be important for making decisions on the methodology of a project: the complexity and the maintainability of the solution. There can be many other properties of the solution that can affect the methodology, such as its architecture, whether it uses a database and whether it includes support for legacy systems [31].

**Solution complexity**

Ask the interviewee on the complexity of the current version of the system. Ask whether specific metrics of the system are available, such as the number of components, cyclomatic complexity, or lines of code. Other metrics are useful as well, such as those indicating the (predicted) arrival of defects.
If no metrics are available, ask for an indication of the complexity of the system, for instance by asking how difficult it would be to add an entire new component. Especially weigh in the opinion of interviewed developers. If complexity is high, ask if there is excess complexity which can be resolved.

With high complexity, the methodology should include practices that prevent defects and faults, such as regression testing.

For newly starting projects that do not inherit an existing system, this property does not influence decisions on the methodology yet.

**Maintainability**

Discuss the maintainability of the existing system and whether and why fixing defects or adding functionality is difficult. Also discuss whether this has had any effect on the planning of new features or increments and if the effort for adding features has been estimated wrong.

For newly starting projects that do not inherit an existing system, this property is not applicable.

### 4.4 Methodology properties

This section describes properties of the project about the currently used methodology. These properties can still be useful to inventory for newly starting projects to find whether team members have preferences towards their methodology.

**Current methodology**

Ask for a description of the currently used methodology, for instance as a basic workflow. When discussing this, note any possible things to keep or discard. These are associated with the two properties below.

If interviewees do not know the entire methodology, they will probably only describe the elements they have experience with. These descriptions can be pieced together to get a full picture of the methodology. Also see if there are any differences in the given descriptions of the methodology. Differences can indicate a lack of cohesion of the methodology.

This project property is not applicable to newly starting projects, as they do not yet have a methodology defined.
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Things to keep

Ask for things of the methodology to keep. The description given of the current methodology can already give some answers. Also ask which rituals, customs and other matters, such as monthly company drinks, are important to keep within the project.

For newly starting projects, the things to keep of the methodology are not applicable, but the rituals, customs, and other matters can already be part of the organization culture.

Things to discard or change

Similar to the things to keep, ask what not to keep or what to change within the methodology and project. Again, the description of the current methodology can give some answers.

For new projects, ask interviewees whether there are things to change within the culture of the organization, such as rituals and customs.

Stakeholder requirements

Ask for the requirements stakeholders have towards the project. Specifically ask for required work products, documentation, and other artifacts or deliverables. These are included in the methodology. Also ask whether there is a way to reduce the need of these deliverables, as they increase methodology weight.

This property applies to both new and existing projects, though for new projects, these requirements might not all be known yet.

Standards and conventions

Ask interviewees whether any standards or conventions, such as coding styles, use of certain languages, patterns, or frameworks, are set within the project. Also let them indicate how tight the standards and conventions are used and if they need to be improved or used more strictly. If there are none, ask interviewees whether they feel standards and conventions are desired. Any of these cases can indicate a possible improvement or refinement for the methodology.

This property only applies to existing projects. For newly starting projects, however, it can be useful to ask whether the interviewee has experience with predefined standards and conventions, and if these are recommendable for the new project.
Increment length

Ask for the length of increments, defined as the duration of an iteration. For example, Scrum uses 30-day Sprints in which a next version of the product is developed [27]. In the absence of increments or iterations, there might exist a default release interval, for instance every other week. The length of increments, if available, indicates how long it takes to develop new features for the system under development.

This property does not apply to newly starting projects, although interviewees can give indications as to what they expect the increment length will be.

Length of tasks

Discuss with interviewees what the length of the lower-level tasks is. Especially let them give an indication of the maximal length of these tasks. This gives insight in how larger features are split into smaller items of work. The task length has influence on the length of increments. If tasks are relatively large and cannot be split into smaller items of work, longer increments might be more appropriate.

This property does not apply to newly starting projects.

New requirements

Ask interviewees how and when requirements become known to the project, who announces them and where they come from. For instance, a higher number of requirements might arrive in a specific season. This is called the demand profile and can have influence on the workflow within the project [2].

The way new requirements enter the project and how they are prioritized and scheduled are part of the methodology. Therefore, it is useful for team members to realize how this takes place, as well as to discuss if it can be improved.

4.5 Project inventory interview

The project properties are identified by interviewing key figures within the project, such as stakeholders, project managers, business roles, experienced developers and graphical or interaction designers. For small projects all team members might be interviewed.

The project inventory interviews are individual and semi-structured to allow for flexibility [22]. A script is available, but it is incomplete and allows for the in-
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terviewer to explore and look for surprises. As each project is different, each project can also have unique, additional properties, therefore, structured interviews, which do not allow for improvisation, would not have been appropriate. The project inventory has been used in the case described in Chapter 6. Appendix C contains the interview that has been used for identifying all properties and additional topics within the case. Many of these properties and topics are closed, but during the interviews, additional notes have been taken where interesting opinions and facts were found.

For the experience with software development and methodologies, interviewees were asked to indicate their time on the current project, the number of years of experience with software development and methodologies, and an indication of how they evaluate their own competence on both. The perceived team culture, willingness to change their methodology, budget, maintainability, requirement stability, customer cooperativeness, and stability of the environment are all asked using a five-point likert-scale.

The distribution of people, project priorities, system criticality, tightness to standards and conventions, and planned milestones were asked as closed questions. For the priorities and milestones, interviewees were asked if there were additional options.
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Methodology-Growing Framework

This chapter proposes a framework that uses identified properties of a software project to incrementally improve a methodology. Reflection workshops are held with the entire team, during which decisions on how to improve the methodology are made collaboratively.

The methodology-growing technique is described as a set of five activities, starting with the adjusting of an existing methodology and improving it repeatedly. The methodology-growing framework extends this technique by including the following:

- Support for existing projects that already have a methodology.
- Identifying project properties to make decisions on the methodology.
- A library of practices can be used to select possible improvements on the methodology.

Section 5.1 provides checklists for making decisions on the methodology to keep it coherent. Section 5.2 introduces the methodology-growing framework, written from the point of view of an existing project. Section 5.3 gives additional instructions for newly starting projects. Section 5.4 gives a summary of the framework and provides a high-level overview.

5.1 Composing the methodology

In this thesis, methodologies are defined as a composition of practices, as explained in Chapter 3. As each project is unique, each requires its own, tailored methodology. To compose a coherent methodology, this section provides checklists which help select and tailor practices. When applying the methodology-
growing framework, as described in Section 5.2, these checklists are used whenever decisions on the methodology are made.

The following set of questions can be used as a checklist when considering to incorporate a practice within the methodology.

1. **Does the purpose of the chosen practice match with the goals of the team and the project?**
   Assess whether the purpose of the practice matches with the goals of the team. If there is uncertainty, briefly discuss with team members whether they feel the practice would be of value to them.
   Also check whether the purpose of the practice matches with the goals and priorities of the project. In some cases, it is possible to adjust the practice. For instance, using a practice with two month increment lengths does not match a short time to market priority. This practice can possibly be tailored for shorter increments, though.

2. **Does the purpose of the chosen practice not overlap with that of another selected practice?**
   See if there are no other practices selected that overlap in their purpose. If so, see if either or both of the practices can be adjusted or if they can be combined.

3. **Are the prerequisites of the chosen practice met?**
   If the prerequisites are not met within the project, see if either the project or practice can be adjusted to accommodate for the them. The description of how the practice can be tailored can be used to make it fit the project.

4. **Is the necessary commitment of the chosen practice worth its benefits to the project?**
   Each documented practice contains a description of its necessary commitment. This indicates its added methodology weight when incorporated. Consider whether this commitment is worth the benefits of incorporating the practice.
   It can be possible to adjust the practice to add less weight to the methodology. If this is not enough, other practices probably better fit the project.

5. **Will team members be willing to adopt the chosen practice?**
   Consider whether team members will be willing to perform the necessary commitment of the practice. If they would not be willing, trying to incorporate the practice can lead to it remaining unadopted.
   Discuss the practice, its value, and its necessary commitment with a few team members if there is uncertainty. Do not propose or incorporate the
practice if team members feel it would remain unadopted.

6. **Does the chosen practice contain overlapping deliverables?**

   See if there are any deliverables in the practice that provide similar value to the project or its stakeholders as other deliverables already in the methodology. Combine overlapping deliverables if possible to ensure they no longer overlap.

7. **Does the chosen practice cover the same topic as other practices in the methodology?**

   Practices are documented using the SEMAT Kernel, which uses alphas to represent essential things software engineers work with. See if there are any practices that add work products and sub-alphas to the same alpha. Assess whether the practices are compatible and try to combine overlapping sub-alphas and work products. If practices are incompatible, they cannot be incorporated together. For instance, Scrum, which results in a working increment after every Sprint, is incompatible with traditional waterfall methodologies [27].

   It is possible for practices covering the same topic to still be incorporated in one methodology. For example, Extreme Programming contains Weekly and Quarterly Cycle practices that would both extend the Work alpha in the Kernel [5].

8. **Does the chosen practice contain activities in the same activity space as other practices in the methodology?**

   Documented practices group activities under activity spaces defined in the SEMAT Kernel. See if there are any practices already incorporated within the methodology that have activities in the same space. If so, ensure that the methodology will not contain activities that overlap or can result in rework or duplicate work. Combining, adjusting, or replacing these activities is often possible. If none of these options is possible, it is better not to incorporate the practice to prevent unnecessary rework.

9. **Does the chosen practice unnecessarily contain ways of indirect communication?**

   Only when the team size grows will the methodology need to include forms of indirect communication. In case of a small team, if a practice uses intermediate deliverables as indirect communication, replace them with meetings between the necessary people.

   In case of a large team size, indirect communication is necessary to prevent rework.
10. **Does the chosen practice represent excess weight for the methodology?**
   
The necessary commitment of a practice indicates the weight it adds to the methodology. Identifying *excess* weight is not easy, and removing too much weight can hurt quality of the produced software.

   Consider whether the chosen practice would represent excess weight for the project and its current methodology. Note that some weight is necessary, especially with high criticality, i.e. how dire negative consequences are if the system fails. This is explained in the next checkpoint.

11. **Does the chosen practice increase the ceremony of the methodology?**
   
The criticality indicates the potential damage a failure of the system can bring. With greater criticality, practices should be incorporated that prevent defects, such as testing and validation techniques. These practices are often useful, but in projects with greater criticality, the weight they add to the methodology is less *excess*.

   With lower criticality, the question is whether the chosen practice represents excess weight, which is discussed in the previous checkpoint.

12. **Does the chosen practice contain unnecessary process, formality, or documentation?**
   
   Discipline, skills, and understanding work better than process, formality and documentation when there is need to respond to changing circumstances. As the team becomes more familiar with the problem domain and the environment and problem domain are stable, the methodology can start relying more on process, formality, and documentation. Until this point, prevent adding process, formality and documentation to the methodology.

   Formality and documentation are often represented by having to maintain many work products, which can possibly be replaced with meetings between the necessary people. Process can be discarded by removing parts of practices that are too specific and thereby prevent the team from adapting to circumstances.

   Additionally, the following questions represent a checklist for any decision on the methodology, including the incorporation and improvement of practices.

1. **Does the methodology weight correspond to the team size?**
   
   Larger teams need practices that coordinate work to prevent overlap and rework. These often rely on indirect communication channels such as inter-
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mediate deliverables. Therefore, a heavier methodology is necessary. Smaller teams, however, can use direct communication and keep their methodology light. It is often better to have a methodology that is too light and increase its weight as the project and its team matures.

Identifying excess weight to discard from the methodology is difficult. Furthermore, there is a risk of removing parts that ensure quality of the solution. When criticality is low, practices that increase ceremony can represent excess weight. Again, removing all such practices can affect software quality.

2. Does the methodology contain enough ceremony for the criticality of the system?

When criticality is high, the methodology needs to contain enough ceremony to prevent defects, as well as to prevent legal liability. A methodology with high ceremony and low criticality, however, contains excess weight.

To increase ceremony, practices that prevent defects can be incorporated, such as testing or validation techniques.

If the amount of ceremony is high for the criticality of the system, the methodology contains excess weight. This is explained in the previous checkpoint.

3. Does the methodology facilitate enough feedback and communication?

Feedback and communication reduce the need for intermediate deliverables for internal use. Increasing feedback can also prevent defects from being introduced in the system.

To discover if intermediate deliverables can be discarded, try to increase feedback and communication within the team and its stakeholders. If the artifacts are less useful, they can be removed to reduce bureaucratic burden.

4. Can a bottleneck activity be identified?

To improve a bottleneck situation, make the work that feeds the bottleneck activity more complete and stable before it is passed along. Practices in the methodology that influence the activities before the bottleneck need to be adjusted to make the produced work more stable and complete. Additional practices can also be selected to make the work more complete and stable. For instance, Test-First Programming can be used to bring development efforts in a more stable state.

5. Does the methodology need adjustment to the project?

The methodology needs to be adjusted to properties of the project. We have identified a number of properties of a software project that can influence...
the design of its methodology. For instance, the priorities of the project can influence how often the solution is released to the customer. For each identified property, its possible influence on the methodology is described in Chapter 4.

Note that additional properties of the project can also make it necessary to adjust the methodology.

5.2 Applying the framework

This section explains how to apply the methodology-growing framework within a software project. The framework consists of six consecutive steps. The first two steps are applied once to identify the properties of the project and to see how well the team copes with changes to their methodology. The last four steps are hold iteratively, following the same increment length as the project if possible.

Reflection workshops are prepared and held (the third and fourth steps), where teams reflect on what they have learned and decide collaboratively what they will improve on their methodology during the next iteration. The fifth step is to change the methodology gradually following the decisions made during the workshop. With the sixth step, the team can either make some final adjustments or try out improvements or entirely new practices in the middle of the increment.

Section 5.3 provides additional instructions for newly starting projects.

Step 1. Project inventory

First, hold inventory interviews with key figures within the project, as explained in Chapter 4. The project inventory will identify properties for the project that are important for making decisions. These properties are used when preparing and holding reflection workshops and during mid-incremental changes. Furthermore, Section 5.3 provides guidance towards composing a coherent methodology that use the identified properties of the project.

The project inventory also allows interviewees to indicate their preferences towards the methodology. For existing projects, interviewees are expected to indicate what they want to keep, change, or discard from their current methodology and project. For new projects, they are expected to indicate preferences on what they have seen in previous projects. These preferences should be considered whenever decisions on the methodology are made.
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Step 2. First practice attempt

To assess how well team members cope with a change in their methodology, apply a practice that is easy to implement within the project. Preferably, select a practice that might be incorporated in the methodology. If the team has difficulty with implementing a single practice in their work process, changes to the methodology should be kept small. Alternatively, it might mean the weight of the current methodology is too large, requiring team members to keep themselves occupied with maintaining work products. According to the second methodology design principle, excess methodology weight is costly [8].

The practice library introduced in Section 3.2 can be used to select a practice as a first attempt. As this will be the first attempt of the team to change their methodology, select a practice that does not have any obstructive prerequisites. For example, Visualize Workflow requires creating a card wall. A practice that is easy to implement is the Daily Standup, available in Appendix B.2.

To measure how well team members adopt the selected practice within a few days, the social adoption of the practice can be measured, which is explained in Step 3. In the case study, the social adoption of the first applied practice has not been measured before the first reflection workshop.

Step 3. Preparing reflection workshops

The team reflects on their methodology during reflection workshops in step 4, where the team collaboratively decides how to adjust the methodology. These workshops are held periodically, after each increment. This step describes how to prepare reflection workshops and to explore new practices that can be applied within the project:

- Observing other projects to discover alternative practices.
- Creating a proposal containing changes and possible practices for the project.
- Measuring social adoption of changes and practices after a reflection workshop.
- Renewing the inventory to discover changes of the project and to discuss their impact.

Observing projects

To discover new or alternative practices, other projects within the organization can be observed, for instance by interviewing key figures of the project.
The methodology-growing technique contains the following interview to find the strengths and weaknesses of an organization:

1. Ask for a sample of each produced work product.
2. Ask for a short history of the project.
3. Ask what should be changed next time.
4. Ask what should be repeated next time.
5. Ask what the priorities of the project were.
6. Ask if there is anything else important to hear about.

If new practices are discovered within another project they can be documented and added to the practice library, as explained in Section 3.3.

Proposal

Before holding a reflection workshop, a proposal can be created containing new or replacing practices to be used in the methodology, as well as other changes on the methodology, such as the removal or improvement of a practice.

When creating a proposal, it is important to keep resistance to change in regard. Trying to change too much within a single proposal can result in the changes being unadopted. Therefore, keep proposals small rather than large. Furthermore, ensure team members understand what the contents of the proposal will improve on the methodology. Prevent suggesting practices for which the team does not see any reason to apply. The results of the project inventory include preferences team members have towards the methodology that can be considered initially.

The practice library can be used to select practices for incorporation, based on their purpose, prerequisites, and necessary commitment. Section 5.1 provides checklists to validate whether a practice would fit the project and its team.

Measure social adoption

To find out how well changes are adopted, part of the measurement instrument introduced by Vavpotič & Bajec can be used. This instrument concurrently measures the social and technical suitability of a methodology. In doing so, they define a methodology as a composition of interconnected elements. For each of these elements, questionnaires are held to measure the social adoption and technical efficiency and to find reasons for the measured levels. Case research by Vavpotić & Bajec indicated using this approach requires some team members to be experienced in using methodologies, as well as investing time in holding questionnaires with all team members. To limit the required investment of time...
and the necessity of experienced team members, only the measurement of the level of social adoption can be performed.

The interview to measure the level of social adoption consists of the following close-ended questions with a seven-point Likert scale. Each question is named with an acronym given by Vavpotič & Bajec [30]. These questions are asked for each practice or change. Interview participants only for the practices they have applied in the project, excluding practices that have not yet been implemented or those not applicable to this specific interviewee.

1. **SIFU1**: Given the opportunity to use the practice, how often do you use it?
   With the following points: never, in up to 20% of opportunities, in 20–40% of opportunities, in 40–60% of opportunities, in 60–80% of opportunities, in more than 80% of opportunities but not always, always.
   If results of this question are low, the practice is overall unadopted and can be considered for replacement or removal.

2. **SIFU2**: Use of the practice is encouraged as a common activity within the team.
   If team members indicate use of the practice is not encouraged, the team should discuss during the next reflection workshop why this is the case. Specifically look into impediments that hinder use of the practice.

3. **SIFU3**: Use of the practice is routine and is used at every opportunity.
   Results of this question might indicate the practice is not applied completely within the project. Again, there might be impediments that hinder use of the practice, but the required use of the practice might also be too high for the project. The last can indicate possible improvements on the practice, better tailoring it to the project.

4. **SICU1**: When I use the practice, I follow the instructions defined within the team.
   If this question gains low results, either team members did not fully discuss how the practice is to be applied in the project, or team members disagree on how to use the practice. In either case, this is to be discussed in the next reflection workshop.

5. **SICU2**: The way the practice should be used is clear.
   If team members indicate the usage of the practice is unclear within the project, this can either be because of undefined instructions within the team, as is the case with the fourth question, or because team members are uncertain whether they apply the practice correctly.
Encourage the interviewees to give comments so to explain the reasons for their answers to find possible improvements or impediments.

**Renew inventory**

As the project progresses, the properties of the project that were identified using the project inventory of Chapter 4 can become obsolete. Although most changes will be recognized immediately, it is important the entire team knows about these changes so they can be discussed to see if the change might affect the methodology.

Some changes within the project might not be recognized or reported. To find and inventory these, a shorter, smaller-scale inventory can be held. Instead of holding the entire inventory interview, only inquire on the project properties.

**Improvements during an increment**

In the middle of the increment, team members can incorporate, replace, or change practices in their methodology to assess possible improvements. Feedback from these improvements can be used as input for a reflection workshop. This is further explained in the sixth step.

**Step 4. Holding reflection workshops**

Send an invitation to the entire team before the reflection workshop. If a proposal is made as a preparation to the workshop it should be included in an attached agenda. Give participants the opportunity to send in their own requests, additional practices, or other topics regarding the methodology and project in advance. Add all these requests to the agenda of the workshop.

It is also possible to give participants access to the practice library. This is especially useful if team members are experienced with methodologies.

**Documentation**

Prepare a board or flip chart to be used as a card wall. Practices and changes are written on cards so they can be put on the card wall. Outline the following columns on the board:

- **Deferred.** Practices and changes of which it is not yet certain whether they will be implemented are put here during the workshop.
- **Upcoming.** Practices and changes that are decided to be used are put in this column during the workshop. Furthermore, before the workshop, proposed practices and changes are put here as well.
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- **Trying.** After the workshop, changes are gradually moved into this column when they are being implemented or tried out.
- **Keep.** Changes and practices are moved from Trying to this column during the workshop when the participants decide they are worth keeping.
- **Discard.** Changes and practices that will be removed from the methodology or project are moved here.

The board outlines how changes to the methodology are first tried out and then either kept, further refined, or discarded.

**Reflection workshop**

During reflection workshops, teams can make decisions on their methodology collaboratively. Section 5.1 can be used to assess whether these decisions will result in a coherent methodology, or whether decisions need to be altered.

Begin reflection workshops by looking at the cards in the *Trying* column. Discuss what the team has learned from applying these practices and changes. Conclude with the team which practices and changes will be kept, moving these to the *Keep* column. If the participants agree a practice or change should be kept, but needs to be adjusted, discuss what can be improved. Add a new card to the *Upcoming* column for these improvements. If the discussion goes on for too long, add it to the *Deferred* column and, if necessary, better prepare this topic the next reflection workshop. Move each practice or change that is to be removed from the methodology or project to the *Discard* column.

Look at the *Upcoming* column next and discuss for each card why it has remained in this state. Keep the discussion short and decide whether to move cards to the *Deferred* column, the *Discard* column, or to keep them in the *Upcoming* column.

Next, discuss the results of any preparatory activities performed before the workshop, such as those of Section 5.2.

- If social adoption is measured for certain practices, present the gained results. Discuss with the participants and decide how each measured practice can be improved. Add cards for each improvement to the *Upcoming* column.
- If new ideas for the methodology are discovered by observing other projects, present these and decide collaboratively whether to add cards to the *Upcoming* or *Deferred* columns or to disregard them. For any change or practice added to the *Upcoming* column, decide how to apply it within the project.
- If there has been a change in the properties of the project, discuss whether the methodology needs to be adjusted. Add changes that need to be incorporated
quickly to the *Upcoming* column. If it is unclear how and if the methodology needs to be adjusted, add a card to the *Deferred* column.

- If new practices or changes are suggested by team members, add these to the *Deferred* column. Discuss them with all participants and decide whether to keep them in the deferred column, applying them during the next increment, or to discard them. If participants agree to put practices or changes in the *upcoming* column, discuss how they should be applied within the project.

- If a proposal was prepared, add its contents to the *Upcoming* column. Discuss each of the proposed practices and changes with the participants and decide whether to keep them in the *Upcoming* column to be implemented within the next increment, or to move them to the *Deferred* column. For any card kept in the *upcoming* column, discuss how it should be applied within the project.

Lastly, ask if there are any other topics and problems to be discussed and if there is anything that can still be improved in the current methodology.

Keep reflection workshops short, preferably within an hour. This might require keeping some discussions short.

**First reflection workshop**

The first reflection workshop is held after applying the project inventory. Before beginning the workshop, explain to the participants that the goal of these workshops is to collaboratively decide how the methodology will be improved. Furthermore, present the results of the project inventory to all participants.

**Step 5. Changing the methodology**

While changing the methodology, there can be parts of the methodology that are missing or unclear. If possible, combine these changes into a mid-increment change, as described in the sixth step. However, it can be necessary to make decisions ad hoc, which need to be discussed in the next reflection workshop.

Changes to the methodology should be applied gradually rather than immediately. According to Jacobson, Ng and Spence, experience has shown that it is much more effective to transform the methodology one practice at a time [20]. Whenever a selected practice or change is ready for incorporation, move the corresponding card on the card wall to *Trying*. 
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First increment
During the increment directly after the first reflection workshop, assess whether there is a problem with the methodology that might result in a development failure. To do so, ask team members during individual or group interviews whether the expected goals will be achieved working with the improved methodology. According to Cockburn, if the methodology does not work, first consider reducing the scope of the increment, to rule out an overambitious schedule [8]. If this is not sufficient to ensure the success of the increment, look for structural impediments, such as bottlenecks or problems with understanding requirements. The goal is to deliver at least something, even if drastic measures are necessary, such as making emergency staff changes.

In the case of Chapter 6 this assessment was performed together with interviews for measuring social adoption of newly incorporated practices.

Step 6. Middle of the increment
Team members can try out additional changes to the methodology in the middle of each increment, as they have a working methodology to fall back on. They can choose to add, replace or refine practices within their methodology and see whether these fit the team and the project.

Refrain from changing the methodology during the increment after the first reflection workshop. At this point, changes to the methodology can result in not achieving set goals, as discussed in the fifth step.

During an increment, team members can observe what can still be improved on the methodology and can assess possible ways to perform those improvements.

Do not try to improve too much to avoid resistance to change. Also refrain from changing the methodology if the team is still busy with adopting the changes chosen during the last reflection workshop. Add all changes to the Trying column of the card wall so they can be discussed during the next reflection workshop.

5.3 Start of a new project
This section gives instructions when applying the methodology-growing framework on a newly starting project. As no methodology is yet in place, the first reflection workshop is to result in a methodology the team can apply immediately.
5.3.1 First proposal

For a newly starting project, the proposal consists of a methodology the team can start with. Cockburn suggests selecting an existing methodology, either from literature or one that is in use within the organization elsewhere [8]. This is still a viable option when using the methodology-growing framework. Boil a selected methodology down to its basic work flow and a draft of the conventions that will be used. This makes it easier to discuss. Use these work flow and conventions as a proposal that to be discussed in the first workshop.

Alternatively, the practice library explained in Section 3.2 can be used to select practices and combine them into a methodology. Use Section 5.1 to ensure the practices form a coherent methodology. Note that it is better to begin with a methodology that is too light, rather than one that is too heavy.

Observing projects

The third step of the methodology-growing framework describes a way to observe other projects to see how they develop software. At the start of a project, this can also be applied within the organization to see whether a methodology is already available that might fit the project.

5.3.2 First reflection workshop

The first reflection workshop for newly starting projects will primarily focus on the proposal, which contains a starter methodology. Discussing the methodology is enough content, so it might be necessary to keep other discussions short and defer them to the next workshop. The focus is on attaining a usable methodology for the first increment quickly.

5.3.3 First practice attempt

Newly starting project that have not yet started development would not benefit from attempting to adopt a first practice. This can still be done after proposing and adjusting the first methodology, but will only be useful if the team has sufficiently adopted the selected practices. Otherwise, continue using reflection workshops to iteratively improve the methodology.
5.4 Summary

In summary, the methodology-growing framework consists of the following six steps, also outlined in the flow diagram of Figure 5.1 on page 54:

1. Use the project inventory of Chapter 4 to identify properties of the project important for making decisions on its methodology.
2. Try a single practice to assess whether the team has difficulty changing their methodology.
3. Prepare reflection workshops to exploring possible improvements of the methodology.
4. Hold reflection workshops after every increment, keeping track of queued and tried improvements on the methodology.
5. After every reflection workshop, change the methodology according to the decisions made during the workshop.
6. In the middle of the increment, try new or improve practices. These can be reflected upon during the next workshop.
Figure 5.1: High-level overview of methodology-growing framework.
Chapter 6

Case Description

The methodology-growing framework has been applied on a small-scale project developing a product for mortgage advisors. This chapter discusses the results of identifying important properties of this project and the application of the framework within the project.

The methodology-growing framework has been designed and applied at a project called Findesk within an organization called Topicus located in Deventer, The Netherlands. Findesk is a two year old small-scale project developing software to assist mortgage advisors. The framework was applied to better fit the methodology to the growing number of team members.

In this chapter, first, the results of performing the project inventory are summarized in Section 6.1. The first iteration in improving the methodology is discussed in Section 6.2. A second iteration was performed and is discussed in Section 6.3. Lastly, Section 6.4 reflects on how the methodology of Findesk has been improved using the methodology-growing framework.

6.1 Project inventory

Project properties of Findesk have been identified by interviewing all of its team members. Initially, two separate interviews were created, one for team members with management or leadership roles and one for all other team members. However, as team members turned out to have multiple roles, the interview forms were combined. The combined form is available in Appendix C.

Below, the results for the inventory are summarized. Project properties are grouped in four categories:
• Properties about the project itself.
• Properties about the team members of the project.
• Properties about the solution developed within the project.
• Properties about the current methodology of the project.

6.1.1 Project properties

History
The system was initially implemented as a single-page web application that performed some financial calculations. The system has gradually grown and become more complex, allowing mortgage advisors to perform the entire advisory process with their customers. Eventually, it included functionality to send mortgage propositions digitally.

Team culture
The team culture is generally perceived as participative. One team member added that though the team has little influence on decisions about priority, the team does collaboratively decide how functionality is developed.

Criticality
The two directors both indicated the criticality of the system is in the loss of discretionary monies class. If the system were to fail or introduce a defect, mortgage advisors might have to delay servicing a customer or closing a mortgage.

The project manager perceives the criticality as loss of comfort, only requiring mortgage advisors to use other systems or doing some automated tasks by hand.

Priorities
A short time to market is a high priority for the project, as it enables the project to react to changes in the market quickly.

Budget
The directors have indicated that the project budget is more than sufficient. At the moment, the project is still backed financially by the organization. The goal is for the project to begin making profit within a year.

Requirement stability
Requirements within the project are generally unstable. This is agreed by all team members, including the project manager and directors.
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Customer availability
There are two different views on this property. The directors indicate customers, specifically mortgage advisors and banking firms, are difficult to collaborate with. From the point of view of the project manager, the customer is the director/domain expert, whom is highly collaborative to work with.

Planned milestones
A maintenance period has been scheduled, in which team members improve parts of the system they feel should have been implemented differently. There is a continuous stream of minor upgrades which are released regularly. Furthermore, new major features are planned within the upcoming three to six months.

Environment
The following is a list of parties present in the environment of the case project.

- Banking firms at which mortgages are closed using the system.
- Insurance companies where insurances can be closed using the system.
- Another department within the organization that occasionally performs small side-projects.
- A platform for closing mortgages, insurances, and other financial products called HDN.

Overall, the environment is deemed unpredictable. Among other reasons, this is because the format defined by HDN tends to change often, banking firms and insurance companies are somewhat unreliable when it comes to sending mortgage and insurance applications, and closing contracts with banking firms and insurance companies can take time.

Problem domain complexity
Team members have between one and two years of experience with the problem domain and have indicated they do not have difficulty with the problem domain. A reason given by one interviewee is that the problem domain is specific to mortgages, making the problem size relatively small when compared to the entire financial domain.

Current backlog
The current backlog is not fully known by all team members. To the project manager, the current backlog would take around twelve weeks to complete. The two directors have a different view of the backlog, also including tasks...
and features they envision for the long-term. The domain expert/director, who focuses on the current software product, indicates the current backlog would take half a year to complete. The other director focuses also on side-projects which are performed by other departments of the organization, and indicates the backlog will take an entire year to complete.

### 6.1.2 Team member properties

**People involved**

The following people are involved with the project:

- Two directors responsible for creating new opportunities and prioritizing them. One of them is also a domain expert with the added responsibility of giving feedback to the team.
- A usability researcher responsible for receiving and processing feedback from users and is also responsible for the help desk.
- A business analyst responsible for communication with customers and the environment.
- A project manager also acting as an analyst and occasional developer. He is responsible for estimating and planning development efforts, as well as discuss requirements and their priority with the directors.
- Three full-time developers who perform the development effort, both front-end and back-end.
- A graphical interface designer and front-end developer who designs the user interface and consults with developers when they need advice on developing the front-end.
- Two part-time developers still in college, one of whom the author of this thesis.

The entire team is distributed close together over three adjacent rooms. All developers are located in a separate with the project manager.

A second graphical interface designer and a part-time front-end developer have been employed during the course of the case study. One of the directors has taken over the responsibilities of the leaving business analyst.

**Problem domain experience**

As the project is two years old, most team members have some experience with the problem domain. Two developers have gained additional experience with the financial domain at other departments of the organization.
Software development experience
The experience in developing software is split in two groups within the project. The team members not in a development role have relatively little experience with software projects, between 1 and 3 years. Three of the developers, including the project manager, have 5 to 8 years of experience. One developer was recently employed after finishing his education and thus has limited experience.

Methodology experience
Team members have had little experience in using software development methodologies. They did indicate to have knowledge of methodologies and have seen methodologies in other parts of the organization, where Scrum is used most often.

Willingness to change the methodology
Almost all team members have indicated they are willing to change their methodology. Only one of the developers indicated lower willingness to change the methodology, stating he would first want to agree changes are helpful.

6.1.3 Solution properties
Solution complexity
There are no software metrics available of the complexity of the system. For team members, the source code contains a number of parts that are complex, mostly on the front-end and regarding the above mentioned party HDN. Team members have different opinions on whether or not it is difficult to add new features to the current solution, which indicates they have focused on different parts of the system.

Maintainability
Interviewees overall agree with the system being easy to maintain, as well as it being easy to add additional features to the system. Two interviewees, however, indicate they have more difficulty in maintaining the current system.

- The graphical interface designer indicates the system is very difficult to maintain. The designer is also responsible for web design, which includes the writing and structuring of cascading style sheets (CSS). The main reason for the maintainability being difficult is the badly structured and undocumented collection of CSS-files currently in the system.
One developer, responsible for most of the back-end development, indicates the system is difficult to maintain as the current architecture is too simple, making it hard to add additional features without breaking the system.

### 6.1.4 Methodology properties

#### Current methodology

The current methodology of Findesk exists of the following:

- The entire team holds a morning meeting every Monday for about one hour. Here, they discuss what they have achieved the previous week and plan to achieve the upcoming week.
- Issues written by the project manager/analyst are stored and tracked using a issue tracking and project management tool called JIRA.
- The project manager assigns issues from JIRA to team members. These issues can represent small improvements which can be completed within a day or entire new functionality which take a longer period of time to complete.
- The director/domain expert regularly reviews new features before they are released to customers and indicates improvements if necessary.
- Software releases to customers of improvements happen every few days.
- Releases of new major features to customers happen every few weeks, though irregularly.

Although more conventions are in place at Findesk, the list above captures the normal flow of work within the project.

#### Things to keep

The interviewees indicated a number of things in the project and methodology to keep.

- The ambience and culture present within the project.
- The weekly lunch at the local market.
- The Friday afternoon beer.
- The company getaways.
- The currently used issue tracker, JIRA, as it is considered a major improvement to the previously used system.
- The short lines of communication.
- The Monday morning meeting, which is especially necessary when there is progress important to other members of the team.
• “Doing it right”, a loosely defined principle that tells developers to spend additional time to the quality of what is developed.
• The short code reviews and retrospective developers often have together.

Things to discard or change
Interviewees have not indicated any ritual or part of the methodology they feel should be discarded, but they have indicated a number of changes they would like to happen.
• A more complete backlog, so the team knows what they have to commit to.
• The help desk wants to know the way of working of the developers so they better know when they have time to ask questions.
• Passing along larger tasks to other team members is not efficient (this is a point for improvement reported by an interviewed part-timer).
• More meetings with the team, for instance daily.
• Better communication with external parties such as banking firms, but also customers.
• Team members would like to select their own tasks from the backlog, instead of asking the project manager what has priority.
• One of the directors indicated he wants the team to become more self-managing, specifically in an informal manner, such as arranging getaways and social as well as professional gatherings.

Stakeholder requirements
Only the organization requires some reporting on finances and revenue.

Standards and conventions
No standards and conventions are set, but the project manager has specified that code should be readable and follow a known naming scheme. He also specified standards and conventions would be useful to include in the methodology.

Increment length
Development is not performed in time-boxes or increments, but major releases happen every two to three weeks. Smaller releases, containing minor improvements and bug-fixes, occur more often, varying from every two days to weekly.

Length of tasks
Tasks assigned to developers usually take an hour to a full day for a single team member to complete.
New requirements

New requirements arrive at the project through the domain expert or through an external party. Small defects are often found by customers and reported over email or over the phone. External parties, such as insurance companies, can lead to new requirements, for instance when financial products are to be added to the software.

Changes in Dutch law also lead to new requirements as large as entire features.

6.1.5 Summary

In summary, the case project has a low criticality, a small number of people that are distributed in adjacent rooms, and a very light methodology they have not adjusted to the growth of the project size. Furthermore, a list of goals have been indicated by the directors and the project manager, as well as a number of points of improvement with regards to the current methodology.

- A better and longer roadmap, so the team can see the commitment required from them.
- Developers want the ability to take on tasks of their choosing.
- The help desk wants better communication with the development team to make it clearer how and when to asks for help.
- One part-timer indicated passing along tasks in the currently used methodology is unclear.
- More meetings with team members.

Additionally, more long-term changes to the methodology and project have been identified:

- Creating a better structure of the methodology and create a better role distinction.
- Creating an understanding of which team member has which knowledge on the project.
- Increasing predictability of development, shortening lead times, and improving quality.
- Attaining a methodology that is efficient for both team members and software development.
- Promoting self-management within the team, specifically on informal topics, such as social gatherings.
- Improving communication with external parties.
6.2 First iteration

This section describes the first iteration of using the methodology-growth framework within Findesk. An attempt at introducing a new practice was performed first. Based on how well the team adopted the new practice, the first reflection workshop was prepared with a proposal of new practices.

6.2.1 First practice attempt

In order to assess how well team members cope with a change in their methodology, the Daily Standup was added to their methodology. This practice also fits with one of the goals identified in the project inventory. Every Tuesday to Friday, team members gathered at around 9:00 PM to discuss what they had done the previous day, will do the current day, and whether they have any impediments that block their progress. To not further change the methodology, the daily standup meeting was not held on Mondays, which was reserved for the weekly team gathering.

Although no measurements of social adoption were made, the team appeared to have fully adopted the Daily Standup within a week. As such, the first reflection workshop was prepared by creating a proposal with changes to the methodology.

6.2.2 Preparation of the reflection workshop

The first reflection workshop is prepared with the composition of a proposal. The goals from the inventory that will be addressed by the proposal are “more commitment”, the “ability to select own tasks”, and “clearer help desk procedures”. The proposal was composed in collaboration with the project manager. As the project has low criticality and a low project size, with team members located in adjacent rooms, the focus is on keeping the methodology light. Below is a list of practices included in the first proposal, including the reasons for why they were selected. These practices are described in Appendix B.

**Pair Programming**

The summer months were scheduled for maintenance. In this period, team members would indicate parts of the system they felt could be improved. As these tasks were relatively small but difficult, Pair Programming was selected for use with each of these tasks. This allowed team members to collaborate on a single
task, brainstorm refinements, clarify ideas, and to take initiative when the other
team member is stuck.

**Visualize Workflow**

Visualizing the workflow allows the project manager to queue upcoming work
items, thus making the commitment the team has to take on in the short term
more visible. Furthermore, the board enables team members to select their own
tasks from the queue. The proposal also contained the following specifics for the
board:

- The board will have swim-lanes for each feature and one only for issues and
defects.
- The board will depict a workflow consisting of the columns “To do”, “Im-
  plementation”, “Testing”, and “Done”. This workflow was created while dis-
  cussing the proposal.
- Cards on the board will contain a title, description, and an identifier for the
  issue tracking system.

**MoSCoW Prioritization**

This requirements prioritization scheme was selected to identify work items that
must be implemented within a feature before a release can be made. The priority
of requirements will be visible on the cards on the board.

**Doing it Right**

Doing it Right is a principle for allowing additional time to be spent on ensuring
the quality of the product. During the inventory, Doing it Right was mentioned
as a principle in use that should not be discarded. However, only a single team
member indicated the practice being in place. It is therefore included in the
proposal to discuss with the team whether they agree on applying this practice.
In contrast to the rest of the proposal, Doing it Right is not a practice and is
therefore not included in the practice library.

**Daily Standup**

Daily standup meetings were tried out as a first attempt at changing the method-
ology within the team. The practice was easily adopted and will be kept in order
to better communication between team members. Therefore, it will be kept in-
cluded in the methodology, but was not on the agenda of the first reflection
workshop.
6.2.3 First reflection workshop

A coarse-grained version of the proposal was sent to all team members a week before the first reflection workshop. Team members were asked to also provide additional topics and possible practices they would like to be discussed.

Additional topics

The following additional topics, including a practice called Seasons of the Day, have been added to the agenda of the first workshop.

- Customer involvement. Presentations for customers about the planned milestones were being held at the moment the first workshop was being scheduled. During these, a discussion with end-users led to a number of possible improvements that have later been added to the system. This manner of customer involvement was considered useful by the team member holding the discussion and will therefore be discussed during the reflection workshop.
- Seasons of the Day. This is a practice (or principle) described by one of the directors where the morning is used for development and progress, without distractions. Meetings, customer communication, and other non-development tasks would strictly be performed in the afternoon.
- Workspaces within the organization. This topic was included because the number of team members is steadily growing and team members are preferably put in the same room as much as possible.
- Communication between the help desk and the development team. The help desk was responsible for accepting calls, but referred to the development team for more detailed questions and issues. This topic was added to the agenda to discuss better ways for communication, as they are divided in separate rooms.

Reflection workshop

Above, the prepared proposal and additional topics were described that together make up the agenda of the first reflection workshop. These have been put on the board visualized in Table 6.1. To avoid confusion with the board used with Visualize Workflow, this board will be referred to as the methodology board. The contents of the proposal were added to the Upcoming column and the additional topics were added to the Deferred column. As the Daily Standup was already in use at the time, it has been placed in the Trying column initially. One hour was scheduled for the reflection workshop, during which the following goals, attained from the project inventory, were presented first.
Deferred | Upcoming | Trying | Keep | Discard
---|---|---|---|---
- Customer involvement
- Seasons of the Day
- Workspaces
- Help desk | - Pair Programming
- Visualize Workflow
- MoSCoW Prioritization
- Doing it Right | - Daily Standup | | |

Table 6.1: Methodology board at the beginning of the first reflection workshop.

- More visibility of commitment so team members can see where they are headed.
- The ability to take on tasks themselves, instead of continuously asking the project manager for new work.
- Better communications and agreements on tasks with the help desk.

After presenting the goals and the proposal, the team collaboratively decided how they wanted to apply the practices within their methodology. To do so, an open discussion was held with the entire team in a single room. The discussion was led together with the project manager to give everyone the opportunity to speak. Unfortunately, both directors and the business analyst were unable to attend.

The decisions made during the reflection workshop are visualized on the methodology board of Table 6.2. First, items in the Trying column were discussed, which contained the Daily Standup. Team members agreed to move the Daily Standup to the Keep column. They did add a card to shorten the standup meeting to the Upcoming column. These kinds of improvements on selected practices are displayed in italic.

Team members decided to place Doing it Right, Pair Programming, Seasons of the Day, and customer involvement in the Deferred column for the following reasons:

- Team members seemed unsure how to apply Doing it Right in practice, as it would affect many other parts of the methodology. One suggestion that everyone did agree on was that a “Definition of Done” must be made in order
to clear when something is actually “done right”. A Definition of Done is a check-list containing criteria for when an item of work is completed.

- Although all team members agreed on the usefulness of Pair Programming, for now, they agreed to postpone it as it was still uncertain what the maintenance period would entail.
- To apply Seasons of the Day, new agreements would have had to be made with the help desk on when to ask developers for help on questions of customers. As there were already many discussions on how to improve the situation, Seasons of the Day was deferred.
- The discussion on how to better involve the customer and how to find out their preferences remained inconclusive, as team members were uncertain how this would be applied in practice. Furthermore, it would be necessary to first find customers that would be willing to help with the development efforts. They did agree it was necessary to explore how the customer could give more input on development. Two ideas were named in particular:
  - Acceptance testing by customers of new features.
  - Letting customers review wireframes of new parts of the system.

Team members agreed on using the practices Visualize Workflow and MoSCoW prioritization, which were put in the Upcoming column to be tried during the next few weeks. Additionally, they wanted work items with database changes to be visibly marked on the methodology board, as they needed more attention before a release could be placed. A card was placed in the Upcoming column to do so.

One of the identified goals was to improve communication with the help desk and make clearer agreements on how tasks coming from the help desk would be performed or passed on. The discussion on this topic made clear that there were already a number of ideas, as well as a number of planned changes. For instance, they were planning on identifying the topics that were requested most often by customers and whether a manual of the product would help decreasing the workload of the help desk. As this discussion went on for too long, it was postponed for later. It was not added to the board, as it seemed unclear what could be changed at this moment.

### 6.2.4 Changing the methodology

After the first reflection workshop, agreed upon changes were implemented gradually. The shortened Daily Standup was affective immediately and was applied
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 Deferred | Upcoming | Trying | Keep | Discard |
---|---|---|---|---|
• Doing it Right  
• Pair Programming  
• Seasons of the Day  
• Customer involvement | • Visualize Workflow  
• Work items with database changes marked  
• MoSCoW Prioritization | • Shorter Daily Standups | • Daily Standup |

Table 6.2: Methodology board after the first reflection workshop.

by notifying the speaker when his story was becoming too long. Over time, the Daily Standup has been shortened to around 15 minutes, short enough to not feel time consuming.

The upcoming changes were limited to the Visualize Workflow and MoSCoW Prioritization practices. The workflow has been outlined on a blackboard that was already available in the workspace, containing the columns “To do”, “Implementation”, “Testing”, and “Done”.

Within two weeks, team members indicated the need for additional columns to better see the state of work items. The workflow was adjusted to the following successive states: “To do”, “Implementation”, “Testing”, “Review”, “Acceptance”, “Done”, and “Released”. The Review state indicates the Project Manager will look into the changesets associated with a work item and can test them if necessary. The Acceptance state is meant for acceptance testing by the domain expert, after which he can indicate possible improvements before new functionality is released. Finally, the Released state is used to indicate that work items are moved into production and are available to the customer. This state was added especially so team members can see whether found defects are already fixed in production. These changes were also added to the methodology board.
6.3 Second iteration

This section describes the second iteration of using the methodology-growing framework at Findesk. The second reflection workshop was prepared by measuring the social adoption of the Daily Standup and Visualize Workflow practices.

6.3.1 Preparation of the reflection workshop

To prepare for the second reflection workshop, the levels of social adoption of the Daily Standup and Visualize Workflow practices have been measured.

Team members are only interviewed on practices they have applied. For the Daily Standup, these were seven in total, including all developers, the project manager/analyst, and the graphical interface designer. Visualize Workflow was used mostly by the project manager, graphical interface designer, and three of the developers.

The MoSCoW prioritization practice remained unused at the time and was thus not included in the measurement of the level of social adoption. This was discussed during the reflection workshop.

Team members were asked to fill in the seven-point Likert scale questionnaires and give reasons for their answers. Furthermore, they were asked to indicate what they think could be improved on the practices. The results of the interviews are discussed below. The complete interview form is available in Appendix D.

Measured social adoption

Figure 6.1 shows the measured levels of social adoption for the Daily Standup and Visualize Workflow practices.

According to the results, the Daily Standup is held often, although not yet at every opportunity, as evident by questions SIFU1 and SIFU3. Furthermore, not all team members seem to regard it as a common activity at the moment of the interview (SIFU2). According to SICU1, the instructions are followed consistently, though some interviewees indicated no instructions have been provided.

The results of SICU2 have been ignored, as the associated question was formulated incorrectly, insinuating the existence of a precise description of the Daily Standup, which was never provided.

The results of the questionnaire shows the board visualizing the workflow is used reasonably well, but can still be improved, as shown by SIFU1 and SIFU3.
SIFU2 shows the use of the board is indicated as a common activity, though the answers show some variability. According to SICU1, the instructions are followed consistently by most interviewees, though some indicate the instructions are not fully clear yet. The results of SICU2 have been ignored for Visualize Workflow as well.

Although the results for Visualize Workflow appear positive, the number of team members that indicated they use the board remains low. It is therefore possible the practice remains unadopted for the other team members.

Interviewees have indicated many possible points for improvements while answering the questionnaire:

- The workflow for work items from other principles (e.g., graphical interface design) has not been established and it could be possible to include this on the board.
- A project and issue tracking system called JIRA is available, but its role in combination with the board is not fully decided.
- Other team members should be encouraged to be present during the daily standup meeting. Often, only the developers and project manager are present.
- The board appears too crowded with work items, both in progress as queued.
- Usage of the board is often unclear. For example, it is unclear who is allowed to add work items to the board.
- Not everyone is using the board, which makes it difficult to see progress of all work items.
- The mix of coarse- and fine-grained work items, combined with no breakdown of the coarse-grained work items, make development speed obscure.
- The board can be used as guidance during stand-up meetings.
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- Some work items arriving by mail, phone or after a discussion do not end up on the board.
- Descriptions of work items are not always understandable for everyone.
- The Acceptance column is a bottleneck and sometimes performed within the development team, rather than by upper management.
- People often enter the stand-up meeting halfway through.

Most of these points for improvement have been discussed with the team during the second reflection workshop.

6.3.2 Second reflection workshop

All team members were sent an invitation to attend the second reflection workshop, which included the following agenda:

- Improvements to Visualize Workshop that were indicated during the interviews.
- The items that were placed in the deferred column on the board: Doing it Right, Pair Programming, Seasons of the Day, and Customer involvement.
- Continuing the help desk discussion of the last reflection workshop.
- Additionally, standards and conventions for software development were added to the agenda. At this point, they were only set informally.

Reflection workshop

One hour was scheduled for the second reflection workshop, which was attended by the entire team except for one of the directors and a part-time developer. Table 6.3 shows the methodology board at the beginning of the workshop.

The results of the measurement of the level of social adoption were presented at the beginning of the workshop. After this, the items in the Trying column were discussed. Both Visualize Workflow and shorter Daily Standup meetings were moved to the Keep column. During the measurement of the level of social adoption, though, some team members indicated the standup meeting can be shortened still. The new review, acceptance and released columns were also moved to the Keep column.

Next, the items present in the Upcoming column were discussed.

- The MoSCoW Prioritization is moved to the Discard column as it would remain unused. The analyst indicated the work items that are queued on the board are almost always the highest priority tasks at that moment.
The marking of database changes was not yet adopted. During the discussion, participants agreed to also include additional markings, such as highest priority and blocking tasks. The card *Work items with database changes marked* was replaced with *Marking properties of work items*.

The results of the measurement of the levels of social adoption were discussed next, which have led to additional items on the methodology board shown in Table 6.3.

- Bug fixes were blocked in the Acceptance column. Eventually, they were moved to the Done column without acceptance testing so they could be released. The team decided bug fixes would skip the Acceptance column so they could be released quickly. A card for this change was added to the *Trying* column immediately.
- Team members wanted to hold daily standup meetings near the board to easily discuss the tasks they were performing and planned to take on. This was added to the *Trying* column immediately.
- Seasons of the Day was moved to the *Upcoming* column. Team members decided they wanted the morning to focus on their work. Any help desk calls would be handled by developers in the afternoon if necessary.
- Customer involvement was moved to *Upcoming* and the usability researcher was made responsible for finding ways to receive feedback from customers. The director/domain expert decided it was necessary to receive more feed-
back from customers.

- The team discussed improvements on the Visualize Workflow practice, which led to the following cards being added to the Upcoming column:
  - The team wanted less active swimlanes.
  - Team members wanted to break coarse work items into smaller, finer tasks.
  - Two additional columns for specification and graphical design were to be added to the board.
  - Marking of additional properties on work items.

- The domain expert was made responsible of performing acceptance testing before functionality is released to customers, added to the Upcoming column.

- Standards and conventions were added to the Upcoming column as the need for which was indicated during the project inventory.

- At this point, there were already a number of unit tests available that were used as regression tests on the system. However, developers indicated new functionality is not always unit tested adequately. A card for this was added to the Deferred column, as team members wanted to further discuss unit testing later on.

- Doing it Right and Pair Programming remained Deferred as no time was left to discuss this in detail. Furthermore, team members did not see the need to discuss these topics at this point.

Table 6.4 shows the contents of the methodology board at the end of the reflection workshop. Changes in italic indicate improvements on existing practices.

### 6.3.3 Changing the methodology

Over the next few weeks, team members started applying the selected improvements. Immediately, the “Specification” and “Design” columns were added to the workflow and existing standards and conventions for writing code were selected and sent to all developers. The number of swimlanes on the board was decreased by removing those representing small or currently blocked features under development.

During this time, the focus of the author changed from facilitating the methodology changes to recording the results of the case study. The team became less focused on applying and improving the selected practices. Although not measured, the adoption of these changes remained low. The team did perform an
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<table>
<thead>
<tr>
<th>Deferred</th>
<th>Upcoming</th>
<th>Trying</th>
<th>Keep</th>
<th>Discard</th>
</tr>
</thead>
<tbody>
<tr>
<td>• Doing it Right</td>
<td>• Seasons of the Day</td>
<td>• Daily Standup at board</td>
<td>• Daily Standup</td>
<td>• MoSCoW Prioritization</td>
</tr>
<tr>
<td>• Pair Programming</td>
<td>• Customer involvement</td>
<td>• Issues do not need acceptance column</td>
<td>• Shorter Daily Standups</td>
<td></td>
</tr>
<tr>
<td>• Unit testing</td>
<td>• Less swimlanes</td>
<td></td>
<td>• Visualize Workflow</td>
<td></td>
</tr>
<tr>
<td></td>
<td>• Task breakdown</td>
<td></td>
<td>• New columns: review, acceptance, released</td>
<td></td>
</tr>
<tr>
<td></td>
<td>• Columns for specification and graphical design</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• Work item types visible on board</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• Work item properties marked</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• Standards and conventions</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>• Acceptance testing by domain expert</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Table 6.4: Methodology board after the second reflection workshop.
intermediate reflection workshop on how to change the methodology, although it was unprepared.

6.4 Reflection on the methodology

The methodology at Findesk before applying the methodology-growing framework consisted of the description given in Section 6.1.4. There were weekly team gatherings to discuss what has been achieved the previous week and what is planned for the upcoming week. Furthermore, the project manager was responsible for assigning tasks to team members.

During the project inventory, team members indicated a number of possible improvements of the methodology. Amongst others, these include a better insight in the backlog, more regular team meetings and own selection of tasks. The full list is visible in Section 6.1.4.

Applying the methodology-growing framework has improved the methodology according to these preferences. Team members are now able to select their own tasks from the “To do” column of the board, which also indicates which tasks are scheduled for implementation. The team now holds daily standup meetings, where they discuss progress and impediments.

During the period after the second reflection workshop, the author of this thesis has stopped facilitating use of the framework, as described in Section 6.3.3. From this experience, a team member that facilitates use of the framework appears necessary. This team member would be responsible for keeping up the discipline required to improve the methodology and help the team improve its methodology.
Chapter 7

Evaluation

Three surveys have been held to evaluate the design of the proposed methodology-growing framework. The questionnaires used for these surveys, as well as the results, are discussed in this chapter.

Surveys were completed by three target groups to evaluate the methodology-growing framework:

- Employees at Topicus have completed a survey to confirm whether the design of the framework is in line with the way they want to adjust their methodology.
- The team members of Findesk, who have had experience in applying the framework, have completed a survey to confirm whether the framework allowed them to improved their methodology.
- A number of employees experienced with software projects have completed an extended version of the survey Findesk team members completed. This survey confirmed whether they feel the framework is usable in practice for improving methodologies of software projects.

Survey results are visualized in a diverging stacked bar chart. These charts show the percentage or number of participants that gave a certain answer. Positive answers are displayed in green on the left of the centre line, negative answers on the right and in red. This shows the spread of positive and negative opinions.

7.1 Employee survey

A survey was held at various departments of Topicus in order to confirm whether the goals of the proposed framework match with how employees prefer to attain
a methodology. Specifically, whether employees want to collaborate to attain an adequate methodology, and whether they find it worthwhile to collaborate on this.

The survey was kept short at six statements to ensure a high number of respondents. For each statement, participants were asked to give their opinion using a six-point Likert scale with strongly agree, agree, partly agree, partly disagree, disagree, and strongly disagree as possible answers. They were also asked to add comments if they want to clarify their answers. Below, each statement is first described, after which its results are discussed. A copy of the survey (in Dutch) as was handed to the participants is also added in Appendix E.1.

### 7.1.1 Survey results

The survey has been completed by 105 employees at Topicus. Figure 7.1 contains a diverging stacked bar chart showing the spread of positive and negative opinions. A table containing the results of this survey is available in Appendix F.1.

**Figure 7.1: Chart of employee survey results.**

**Methodology selection**

The first three statements assess how employees want to attain a methodology:

A) I want management to select a methodology for me and my team.

B) I want to determine my own methodology, independent of the rest of my team.

C) I want to determine the methodology in collaboration with my team.
As shown in Figure 7.1, about 70% of the participants partially to strongly disagree with statement A. However, a significant number of participants (about 30%) have indicated they (partly) agree. Comments that were included indicate employees want management to select a coarse-grained methodology which is adopted and fine-tuned by the team itself. At the very least, employees want to participate with management on the selection of the methodology.

Around 65% of the participants indicate they partially to strongly disagree with having a methodology independent of the rest of the team. Around 30% of the respondents however indicate they partly agree with selecting their own way of working. Furthermore, 4% agrees and 1% strongly agrees with the statement. Comments indicate that some of them, such as graphical interface designers and senior developers, have different schedules and can have responsibilities on different projects. Their work does not necessarily follow the same iterations as development teams and they therefore need an independent way of working, at least partly.

Respondents overall agree with collaborating with their team on the methodology, as shown in Figure 7.1. Only 2% of the participants partially disagree.

Combined, the results yield three conclusions:

- The respondents who indicated they want management to select their methodology also want to collaborate with their team on the methodology.
- The respondents who have indicated they want to select their own methodology independently also want to collaborate with their team on the methodology.
- Almost all respondents prefer to collaborate with their team on how to shape their methodology.

D) I believe it is worthwhile to regularly reflect on how we work as a team and to improve our way of working

The methodology-growing framework uses periodically held reflection workshops with the entire team to improve their methodology. As this activity requires time and effort, employees are asked whether they find this regular collaborate reflection worthwhile.

From the results shown in Figure 7.1, respondents generally agree it is worthwhile to regularly reflect with their team on the methodology in order to improve it.
E) I believe it is worth the effort to actively adjust my methodology and to explore new practices

In applying the proposed framework, team members are required to actively adjust their methodology, as well as to explore new practices. Employees are asked whether they find it worthwhile to do so. Statement F confirms whether team members want to propose and introduce new practices, not only trying out new practices.

As shown in Figure 7.1, participants overall agree with it being worthwhile to actively adjust their methodology and to explore new practices.

F) I want to have the possibility to propose and introduce new practices within my team

The proposed framework allows team members to propose and introduce new practices within their team. Employees are asked for their opinion in order to confirm whether they would want this possibility.

Participants agree on wanting the possibility to propose and introduce new practices within their team. As can be seen in Figure 7.1, the majority (52%) agrees with the statement and 29% of the respondents even strongly agree.

7.1.2 Summary

The designed framework is in line with how participants envision improving the methodology. Participants generally agree on the following:

- Collaborating as a team to determine their methodology.
- Regular reflection being worthwhile to improve the methodology.
- Actively adjusting the methodology and exploring new practices being worthwhile to improve the methodology.
- They want to have the possibility to propose and introduce new practices within the team.

Respondents want to collaborate with their team to determine their methodology. However, some also indicate they would like management to select their methodology, at least partially, as well as wanting to select their own methodology independent of the rest of the team. Although some comments from participants indicate why they would want to do so, additional research would be necessary to conclude if and how the proposed framework would need to be adjusted.
7.2 Team member & experienced employee survey

Aside from the survey held at different departments of Topicus, two other surveys were held to evaluate the methodology-growing framework. Team members at Findesk, the case project described in Chapter 6, were asked for their opinion on the proposed methodology-growing framework and if it allowed them to improve their methodology. Furthermore, the experienced employees that also helped in the design of the framework, as explained in Section 6, have completed an extended version of the same survey.

The survey consisted of the statements below. For each statement, participants were asked to give their opinion using a six-point Likert scale with strongly agree, agree, partly agree, partly disagree, disagree, and strongly disagree as possible answers. They were also asked to add comments if they want to clarify their answers. Below, each statement is first described, after which its results are discussed. A copy of these surveys (in Dutch) as was handed to the participants is available in Appendixes E.2 and E.3.

7.2.1 Survey results

The survey has been completed by nine team members of Findesk and all six experienced employees. Figure 7.2 contains a diverging stacked bar chart showing the spread of positive and negative opinions for the survey completed by the team members of Findesk. Appendix F.2 contains a table of the results for the survey performed on the Findesk team members.

Figure 7.3 shows the same type of graph for the surveys completed by the experienced employees. Similarly, a table of the results for the survey completed by the experienced employees is included in Appendix F.3.

A) The framework enables teams to develop a methodology that suits their work

Team members from Findesk generally agree with the proposed framework allowing teams to develop a methodology that suits their work. Results displayed in Figure 7.2 show some doubts, as three respondents only partly agree and one partly disagrees. A comment from a partly disagreeing participant indicates uncertainty if the framework will result in fixed procedures and methods. As shown in Figure 7.3, interviewed experienced employees respond more positively. Four of them agree and two strongly agree the framework allows teams to
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Figure 7.2: Chart of team member survey results.

develop a suitable methodology.

B) The framework enables team members to adjust the methodology to their goals

Seven of the nine team members agree or partially agree the framework allows them to adjust the methodology to their goals. A partially agreeing respondent indicates that because the framework requires a group effort, not all team members will ever get exactly what they want individually. The two negatively responding team members, unfortunately, have provided no explanation for their opinion.

All six interviewed experienced employees, however, agree the framework allows team members to adjust their methodology to their goals.

C) To attain a methodology that suits the project, iterative improvement of the methodology is essential

The methodology-growing framework uses iteratively held reflection workshops where the methodology is improved. Although team members are not fully positive on statements A and B, they do agree overall that iterative improvement is essential for attaining a suitable methodology. As shown in Figure [7.2], five respondents agree and three even fully agree with iterative improvement being essential.

Participating experienced employees generally agree with the necessity of itera-
D) Workshops where decisions are made collaboratively are usable to iteratively improve methodologies

Statement C finds out whether team members find iterative improvement of the methodology important for tailoring it to the project. If so, this statement confirms whether the use of reflection workshops is a feasible approach to perform the iterative improvement.

Figure 7.2 shows team members agree overall with reflection workshops allowing for iterative improvement of the methodology. One respondent disagrees, but has left no comments to explain why. One comment of a strongly agreeing respondent indicates that it does require the entire team to be present, willing, and able to perform a reflection workshop. From the experienced employees, most strongly agree reflection workshops are a feasible way to iteratively improve the methodology of a project.
E) A proposal with changes to the methodology, with input from the team, is a good preparation for workshops

The first reflection workshop held in the case project described in Chapter 6 was prepared with the creation of a proposal. This proposal contained some changes that met the identified goals of team members, as well as a few discussion points they have entered themselves. Results show that a proposal with changes, including suggestions from the team, is considered a good preparation for reflection workshops. Six of the nine responding team members agree and the remainder even fully agrees with using proposals for reflection workshops. One comment says that a proposal results in a directed discussion.

The interviewed experienced employees agree a proposal of changes is a good preparation for reflection workshops, as visualized in Figure 7. One of the four agreeing respondents indicated using proposals can accelerate improvement of the methodology.

F) The workshops result in a better methodology than management selection

Four of the team members strongly agree that using reflection workshops results in a better methodology than selection by management. Only one team member partially disagrees, but has left no comment explaining his opinion. One strongly agreeing team member indicated he feels management should facilitate in selecting the methodology, and not instruct what it should be.

The experienced employees generally agree using reflection workshops results in a better methodology than selection by management. The one partially agreeing respondent indicated that though the chance of attaining a better methodology is higher using reflection workshops, it is not fully certain. One interviewee disagrees with this statement, commenting that vision by management is also important.

G) The workshops result in better adoption of a methodology than management selection

The opinions on statement F indicate there exists some doubts on whether workshops result in better methodologies, both by team members and experienced employees. The opinions on this statement, however, indicate both groups do expect the use of reflection workshops to increase adoption of the methodology within the team.

One of the partially agreeing experienced employees, the same interviewee who
partially agreed with statement F, again indicated the chance of improved adoption is higher than when management selects.

**H) Holding workshops is worth the effort to attain a better methodology**

As the results of Figures 7.2 and 7.3 show, the team members and experienced employees all agree reflection workshops are worth the effort to attain an improved methodology. One of the experienced employees commented reflection workshops are worthwhile until the methodology of the team has been crystallized, i.e. no further improvements are necessary.

**I) Holding workshops is sufficient to improve methodologies collaboratively**

Both groups find reflection workshops to improve the methodology and its adoption within a project (statements F and G). Furthermore, they also find reflection workshops worthwhile to hold (statement H). However, respondents also indicate the workshops alone are not sufficient to collaboratively improve the methodology. Two team members have commented there should be more focus on actually applying the methodology and that holding reflection workshops is only part of the process to improve the methodology.

Comments from experienced employees indicate only holding reflection workshops is not sufficient to improve a methodology. As shown in Figure 7.3, one of them disagrees, indicating knowledge on methodologies is also necessary for improving a methodology. One partially agreeing respondents indicates only holding workshops would be insufficient and indicates commitment is necessary.

**J) Measuring social adoption of newly selected practices is sufficient input for further workshops**

As shown in Figure 7.2, team members generally agree with this statement. Two team members indicate they partially disagree, but have not added comments to explain their opinion. Compared to their opinion on other statements, team members are less positive as none strongly agree with this statement.

Experienced employees, on the other hand, agree measuring adoption of newly selected practices is sufficient input for reflection workshops, as shown in Figure 7.3.

**K) The framework is usable in practice to develop or improve the methodology of projects**

Figure 7.2 shows team members find the framework is usable to be applied in practice. One team member partially disagrees with this statement, but has not
7.2.2 Additional survey results

Below are statements that have been included only in the questionnaires of the experienced employees. These statements are about the project inventory and the practice library. As team members have not directly applied these parts of the framework in practice, their opinion has not been asked.

L) The project inventory collects useful properties of the project for improving the methodology

During interviews, the experienced employees have been explained what properties of projects are included and how interviews are held. Results show respondents all respondents agree the project inventory collects properties of projects that are useful for improving its methodology.

M) Performing the project inventory is worth the effort to attain a better methodology

The interviewed experienced employees are asked whether they find performing the project inventory is worthwhile to improve a methodology. Results show respondents agree performing the project inventory is worth the effort to attain a better methodology.

N) The examples in the practice library are useful suggestions for improving the methodology

The respondents have been explained and have discussed on the practice library and how it can be used within the methodology-growing framework. Therefore, they are asked whether they find the available examples can be useful suggestions for improving the methodology.

Figure [7.3] shows positive opinions on the usefulness of the practice library.
O) Purposes, prerequisites, necessary commitment and tailoring of practices are a useful guideline for creating a proposal for workshops

Following statement N, interviewed respondents are asked whether they find the appended properties of practices in the library useful.

All interviewed experienced employees agree appending practices with their purpose, prerequisites, necessary commitment and tailoring of practices is useful for creating a proposal.

7.2.3 Summary

Team members are very positive on performing iterative improvements of methodologies. They also see reflection workshops useful for achieving this. The reflection workshops are not seen as sufficient, though, one comment indicating the need for more focus on actually applying the methodology. Creating a proposal with changes to the methodology and allowing team members to provide input is seen as a good preparation for these workshops. Measuring social adoption is shown to be at least useful for preparing reflection workshops. However, not every respondent agrees on only performing this measurement to be sufficient.

Interviewed experienced employees have an overall positive opinion on the methodology-growing framework. Figure 7.3 shows only statements F and I gain slightly less positive reactions. The comments on these statements indicate management does still require a role in the process of improving the methodology.

Both groups of respondents are positive on the usability of the methodology-growing framework in practice.
Chapter 8

Conclusion

This chapter concludes the research described in this thesis. The research questions are answered and the contribution of this thesis is discussed.

In this thesis, ways to improve methodologies of software projects have been explored. This has led to the design of a framework to support organizations in attaining adequate agile software development methodologies for both new and existing software projects.

The research questions that have directed the design of the proposed framework are answered in Section 8.1. The results of the performed research and the contributions of this thesis to software engineering are discussed in Section 8.2. Furthermore, we provide recommendations for organizations trying to attain a suitable methodology in Section 8.3 and discuss the limitations of this research in Section 8.4.

8.1 Conclusions

Section 1.2 proposes the two research questions that determine the focus of this thesis.

Identifying and incorporating practices

The first research question, “For a given software project, how can suitable software development practices be identified and incorporated into a coherent methodology?”, is answered by discussing its three subquestions.

1.a) How can software development practices be documented?
This thesis builds upon the SEMAT initiative, which defines methodologies as a composition of practices. The SEMAT Kernel provides a metamodel with which methodologies and practices can be composed, simulated, applied, compared, evaluated, measured, taught, and researched \[16, 19, 24\].

Software development practices can be identified from methodologies from literature and from existing projects. These practices can be documented and reused with other methodologies. When reused, documented practices can be tailored to the project, instead of tailoring an entire methodology.

1.b) **How can usage criteria of documented practices be described?**

To select practices for incorporation within a methodology, the criteria under which they can be applied needs to be known.

We propose to extend documented practices with the following descriptions:

- The purpose of the practice is described. The purpose of a practice should match with what the project and team is trying to improve or attain.
- The prerequisites of the practice indicate when a practice can be incorporated in the methodology and project. To meet the prerequisites of a practice, it can be necessary to either adjust the project or to tailor the practice.
- The necessary commitment of a practice describes what needs to be performed to correctly apply it. This also indicates the methodology weight that will be added when incorporating the practice.
- A description of how the practice can be tailored. This gives suggestions on what can be adjusted to make the practice better suitable to a project.

Adding these descriptions can aid both the selection and the tailoring of practices.

1.c) **How can software development practices be incorporated into a coherent methodology?**

The way practices can be incorporated into a methodology depends on the project. We have proposed a list of questions that can be used as a checklist to incorporate practices into a methodology. A second checklist is proposed to guide all decisions on the methodology. Amongst others, these questions assert the following:

- Whether practices are likely to be adopted and meet the goals of the team.
- Whether there is overlap between practices.
- Whether the ceremony and weight of the methodology fits the project.
- Whether there is a bottleneck situation that can be improved.
### 8.1. CONCLUSIONS

<table>
<thead>
<tr>
<th>Project properties</th>
<th>System and project history, team culture, criticality, priorities, budget, requirement stability, customer availability, planned milestones, environment, problem domain complexity, current backlog</th>
</tr>
</thead>
<tbody>
<tr>
<td>Team member properties</td>
<td>People involved, problem domain experience, software development experience, methodology experience, willingness to change the methodology</td>
</tr>
<tr>
<td>Solution properties</td>
<td>Solution complexity, maintainability</td>
</tr>
<tr>
<td>Methodology properties</td>
<td>Current methodology, things to keep, things to discard or change, stakeholder requirements, standards and conventions, increment length, length of tasks, new requirements</td>
</tr>
</tbody>
</table>

Table 8.1: Summary of project properties.

Section 5.1 contains the entire checklists.

Subquestion 2.d describes how practices can be adopted by the team by preparing and holding reflection workshops.

**Selecting and adopting practices**

The second research question, “How can software development practices be selected and adopted in both new and existing software projects?”, is answered by answering its subquestions.

2.a) **Which properties of software projects are important for making decisions on a methodology?**

In this thesis, we propose four groups of project properties that are important for making decisions on a methodology:

- Those about the project itself.
- Those about its team members.
- Those about the developed solution.
- Those about its current methodology.

The properties under these groups are shown in Table 8.1. Chapter 4 provides descriptions of all these properties.

2.b) **How do identified properties of software projects apply to new or existing software projects?**

The identified properties all influence decisions on the methodology differently and can apply to new or existing software projects differently. Each project
Many of the project properties, though, are still unknown at the beginning of a software project. The team can indicate what they expect for properties, but decisions upon them are likely to be made when they become more clear.

It is not yet known how unknown properties of new projects will affect the project and methodology, as the methodology-growing framework has only been applied with an existing project.

2.c) **How do identified properties of software projects affect decisions regarding a methodology?**

Documented practices are extended with their prerequisites. Prerequisites can point to project properties to indicate if a practice is suitable for the project. The identified properties of software projects thus influences if practices can be incorporated in a methodology.

In this thesis, we propose to use the methodology design principles defined by Cockburn as guidelines for making decisions on a methodology \[8\]. These are introduced in Chapter 2 and aid decisions on the methodology as a whole, not just on whether and how certain practices can be incorporated. The design principles also rely on the properties of the project where they are applied. For instance, according to the second design principle, excess methodology weight is costly. Whether methodology weight is excess depends on the problem domain complexity and the team size.

Chapter 4 describes the possible influence of each project property on the methodology.

2.d) **By what method can software development practices be adopted in a methodology?**

In this thesis, we propose a methodology-growing framework to support organizations in attaining a methodology for both new and existing projects. The major focus of this framework is on the adoption of an effective methodology by the team, not to attain a theoretically sound methodology.

The framework uses periodically held reflection workshops to collaboratively make decisions on the methodology. During the reflection workshops, the team decides whether and how to incorporate software development practices in the methodology. Agreed changes are to be applied gradually afterwards.
8.2 Contribution

This section summarizes the contribution of this thesis to software engineering. The methodology-growing technique does not cover the following:

- A manner of composing methodologies.
- Guidance and suggestions on what software development practices can be applied.
- Support for both newly starting and existing software projects.

This thesis proposes a framework able to support organizations in attaining adequate agile software development methodologies for new and existing software projects. In summary, this methodology-growing framework extends the original technique as follows:

Following the SEMAT initiative, we propose to define methodologies as a composition of software development practices. Practices are defined as a repeatable approach that provides guidance to deal with some dimension of software development. They can be documented and reused. With this approach, practices that are suitable for a project can be identified and incorporated in its methodology.

The incrementally held reflection workshops of the methodology-growing technique are also included in the framework. Selection and improvement of practices incorporated in the methodology can be performed either during while preparing these workshops. Furthermore, we propose to make an inventory of the properties of a software project to aid in making decisions on a methodology. This inventory is created by holding interviews with team members before holding the first reflection workshop.

Case study and evaluation

The methodology-growing framework has been applied at a small-scale, two year old software project at Topicus in Deventer, The Netherlands. A survey was held with its team members, as well as with a group of six experienced employees. Through the survey, both team members and experienced employees indicated the methodology-growing framework was usable in practice to improve methodologies of projects.

Another survey was held with 105 employees at Topicus. The results of this survey show the methodology-growing framework is in line with how employees would want to improve their methodology. Employees prefer to collaboratively
select the methodology above selection by management. They also find it worthwhile to regularly reflect on their way of working, as well as to actively adjust it and to explore new possibilities in improving it. Lastly, employees indicate they want the possibility to propose and introduce new practices within their team.

8.3 Business recommendations

In this thesis, ways to improve software development methodologies of projects are explored and combined in the methodology-growing framework. Whether the framework is applied completely or not, the following is a list of recommendations for projects trying to attain a suitable methodology.

Iterative and collaborative improvement

A methodology, or way of working, is often set at the start of a new project and is rarely consciously adjusted to changing situations. Furthermore, the methodology does not exist as a static entity, but manifests itself in the minds of the team members and in their habits, which can change either consciously or unconsciously. To respond to circumstances and to keep the way of working known to all team members, it is important to iteratively and collaboratively improve the methodology. In doing so, team members can synchronize the methodology and adjust it to new circumstances together.

Facilitator

Using a methodology, as well as adjusting it, requires discipline, which is hard to preserve when responsibility is divided between all team members. It is recommended to make a single team member responsible for arranging iterative improvements and performing decided adjustments on the methodology. Most likely, this responsibility can be given to a project management role.

This team member sees to it that the team applies the methodology. Furthermore, if team members have a problem with some parts of the methodology, they can discuss this with the facilitator. The author of this thesis performed the role of the facilitator for the case project of Chapter 6.

Reflect on the methodology

To improve the methodology of a project, it is important to let the team reflect on previous experiences. Reflect on what has been improved and tried out with the way of working thus far. In doing so, team members can indicate what
they feel should be kept and what should be changed or discarded. It is also important to assert whether there are any parts of the methodology that remain unadopted, to find out why, and to either alter or discard these parts.

**Keep knowledge up to date**

It is necessary to keep up knowledge on methodologies and on trends in software development. Doing so will enable team members to identify new and better practices to develop software, and to improve the practices they already apply.

**Let management facilitate instead of decide**

According to studies, methodologies can remain unadopted when management selects it [14]. Surveys held at Topicus also indicate employees want to collaborate on shaping their methodology, instead of letting management select one. Respondents do find management should have a role in selecting the methodology, but instead of making decisions, management should collaborate and facilitate.

**It is worthwhile to improve the methodology**

Lastly, both literature and held surveys agree it is worthwhile to improve the methodology within a project. Using an inappropriate or unadopted methodology can result in failure of the software project [33]. This can be prevented by iteratively improving the methodology in collaboration.

**8.4 Limitations and future work**

This section discusses the limitations of the research performed for this thesis. First and foremost, this thesis only considers methodologies and practices that fall under the agile philosophy. Surveys show up to 80% of the IT industry is applying an agile methodology. Still, this does not entail other methodologies, often referred to as traditional methodologies, are not useful anymore.

The methodology-growing framework has only been applied at a single project. This project had a small project size, a low criticality, a small problem size and already had a very light methodology. The team members were overall experienced in software development and the problem domain, though they had low experience with methodologies. This can and will be a very different story for other projects. There will especially be a difference for newly starting projects, which do not yet have a methodology with which to work.
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This thesis is also limited because it has only been applied at a single organization. The culture at Topicus is very collaborative and employees are open to ideas. Most of them have themselves graduated not so long ago. Furthermore, the size of the organization can also be of influence. With around 400 employees, Topicus is relatively small and still manages to use direct communication for most interactions.

The surveys held to evaluate the design of the methodology-growing framework have indicated a number of open issues.

- A survey held amongst employees indicates there exists a preference for management to select a coarse-grained methodology and for the team to work out the finer details collaboratively. Whether and how the framework should be adjusted to this result is yet unknown.

- The same survey indicates a significant number of employees at least partly want to make decisions on their way of working independently. Again, whether and how the framework should be adjusted to this result is not yet known. With a light methodology, however, team members have more space for making decisions on their way of working than with a heavy methodology.

- Surveys with team members and experience employees indicate that holding reflection workshops is not enough for improving the methodology. More focus can be necessary on actually applying the methodology and carrying out changes on it. In this thesis, we have also referred to the appointment of a facilitator role responsible for helping team members apply changes to their methodology. Further research on this task is necessary, though.

- The methodology-growing framework describes methods to prepare for reflection workshops. These preparations can discover ways to improve the methodology. Of these, only the composition of a proposal and the measurement of social adoption have been applied at Findesk, both only once. Of course, other methods for discovering methodology improvements can be added as well.

Finally, the timespan at which the methodology-growing framework has been applied at Findesk has been short. The long-term effects of preparing and performing reflection workshops are still unclear.
8.5 Concluding remarks

In this thesis, we have proposed a framework that enables team members to iteratively improve their methodology to better fit it to the project, its changing environment, and their own preferences. Writings by Alistair Cockburn and David J. Anderson have heavily influenced the creation of this framework. In our opinion, the idea of continuously improving the way of working to attain and keep a suitable methodology is not only useful, but even necessary. Only in rare occasions are the project and its environment stable enough to never have to adjust the way of working.
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Appendixes
# Appendix A

## Experienced employee interviews

### A.1 First interview

**Expert review 1 – Project Inventory**

<table>
<thead>
<tr>
<th>Interviewee</th>
<th>Roles and responsibilities of interviewee</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Years of experience in the field of software development:</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Years of experience with using software development methodologies:</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Opinion of these experiences with methodologies:</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Own evaluation of knowledge on methodologies:</th>
</tr>
</thead>
<tbody>
<tr>
<td>Very knowledgeable: Yes</td>
</tr>
<tr>
<td>G</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Have sent documents been read?</th>
</tr>
</thead>
<tbody>
<tr>
<td>Yes</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Changes on current inventory contents: missing in the inventory:</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Usefulness of development of the method:</th>
</tr>
</thead>
<tbody>
<tr>
<td>Very useful</td>
</tr>
<tr>
<td>G</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Missing in the method:</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
</tr>
</tbody>
</table>

Richard Cornelissen
<table>
<thead>
<tr>
<th>Question</th>
<th>Option 1</th>
<th>Option 2</th>
</tr>
</thead>
<tbody>
<tr>
<td>Would you like to be interviewed again?</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Would you be interested in using the method on your own project?</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Anything else:</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Would you like to be interviewed again? 
Yes
No
Would you be interested in using the method on your own project?
Yes
No
Anything else:
A.2 Second interview

Expert review 2 – Methodology-Growing Framework

Interviewee:
Have sent documents been read?

- Yes
- No

Creation of proposal:

First workshop and documentation:

Changing the work process:

Future workshops and during increments:
### Opinion of usefulness of the framework:

| Very useful | | | | | Not useful |
|-------------|---|---|---|---|

### Missing in the framework:


### Would you like to be interviewed again?

<table>
<thead>
<tr>
<th>Yes</th>
<th>No</th>
</tr>
</thead>
</table>

### Would you be interested in using the method on your own project?

<table>
<thead>
<tr>
<th>Yes</th>
<th>No</th>
</tr>
</thead>
</table>

### Anything else:

2
Appendix B

Practice Library

This appendix contains practices in text format which were documented using the EssWork Practice Workbench [15]. For each practice, an overview is added in SEMAT notation, displaying the alphas it extends and its additional sub-alphas and work products [24]. Furthermore, extended activity spaces and the activities defined for these spaces are displayed. Next, for each defined sub-alpha, its possible states are explained and, for each work product, its possible levels of detail.

For each activity in a practice, its accountable competency and alpha inputs are explained. The states of alphas and levels of details of work products after performing the activity are also listed.

Lastly, the usage criteria of each practice are described (see Section 3.2).

For both the overview and documentation, alphas, activity spaces, and competencies from the SEMAT Kernel are written in italic.
B.1 Weekly Cycle

With the Weekly Cycle, teams reflect on work done, plan work, and implement new functionality weekly. This practice is described in the Extreme Programming methodology [5].

The week is a widely shared time scale. By planning work each week, the team is focused on Friday. By Wednesday, if it is clear the selected tasks won’t be completed and ready to deploy by Friday, the team still has the time to focus on completing only the most valuable functionality.

The weekly heartbeat gives a platform for team and individual experiments. For instance, when combined with Pair Programming, the team can try switching pairs every hour for a week and discuss their experience during the next Weekly Planning Meeting.

![Weekly Cycle Diagram](image)

Figure B.1: Weekly Cycle in SEMAT notation.
B.1.1 Usage criteria

Purpose
- Focus to finish a deployable system every Friday.
- Have short iterations and thus receive feedback from customers often.
- Letting teams reflect on their progress often.
- Perform and reflect on experiments within their workplace, such as changing details to the methodology, weekly.

Prerequisites
- Availability of customers for selecting tasks.
- The User Stories practice or a similar practice that has task breakdown and estimation.

Necessary commitment
- Weekly meetings on Monday to schedule work.
- Reaching deployable software weekly.
- Creating Weekly Increments which divide developed functionality in smaller parts.
- Keeping track of a Week Backlog of tasks.

Tailoring
- The Weekly Cycle can be combined with Test-First Programming, in which tests are written before work items are implemented.
- The Weekly Cycle can be combined with acceptance testing, in which the customer tests the functionality of the completed Weekly Increment.
- Some people start their week on Tuesdays or Wednesday. The weekly meeting can be moved as long as it will not pressure the team to work over the weekend.
- Reduce the time necessary for the planning meeting. When applying the Weekly Cycle initially, planning meetings can take hours.
B.1. WEEKLY CYCLE

B.1.2 Alphas (things to work with)

**Week (sub-alpha under Work)**

The Weekly Cycle timeboxes development in iterations of a week. During this week, a set of tasks is selected for implementation. At the end of the week, a potentially deployable increment is completed. During the week, some tasks might be dropped to ensure a deployable product will be ready by the end of the week.

**Possible states**

A Week is first Planned, where the team reflects on previous week(s) and tasks are selected for the upcoming week. At the beginning of the next week, progress is reviewed again and the Week has been Closed.

- **Planned**  The Week is in this state when:
  - The customer has selected tasks to be implemented.
  - Current progress has been discussed and reviewed.

- **In Progress**  The Week is in this state when:
  - The team has started implementing selected tasks.

- **Concluded**  The Week is in this state when:
  - Planned tasks are implemented. Note that during the week, planning might have shifted.

- **Closed**  The Week is in this state when:
  - Progress made in this week has been discussed and reviewed.
B.1.3 Work products (artifacts to maintain)

Weekly Increment (work product under Software System)
The Weekly Increment contains the completed functionality of the selected tasks in the Week Backlog of the same Week. The Software System is developed by completing Weekly Increments every week.

Possible levels of detail
The Weekly Increment can reach the following levels.

- **Planned** The Weekly Increment has reached this level when:
  - Tasks to be finished in the upcoming increment are known.

- **Complete** The Weekly Increment has reached this level when:
  - All planned tasks have been completed and their functionality has been added to the increment.

Week Backlog (work product under Week)
The Week Backlog contains all selected tasks to be implemented during the course of the week.

Possible levels of detail
The Week Backlog can reach the following levels.

- **Filled** The Week Backlog has reached this level when:
  - Tasks have been selected for the upcoming week.

- **Completed** The Week Backlog has reached this level when:
  - All selected tasks in the Week Backlog have been implemented (changes in the planning taken into account).
B.1.4 Activities (things to do)

**Weekly Planning Meeting (activity under Prepare to do the Work)**

The purpose of the Weekly Planning Meeting is to review progress and let the customer pick a week’s worth of tasks for implementation. Team members sign up for tasks and estimate them. It is possible task breakdown takes happens during the planning meeting as well. The Weekly Planning Meeting is held every first working day of the week.

- **Accountable competency**
  The *Stakeholder Representation* is accountable for performing this activity and responsible for selecting tasks to be implemented. The entire team is also present during the Weekly Planning Meeting.

- **Alpha inputs**
  The Weekly Planning Meeting activity performs the following operation(s):
  
  **Requirements** Tasks are specified from requirements.

- **Completion criteria**
  This activity is complete when the team knows what it will be implementing for the upcoming week. This includes achieving the following:
  
  - The Week sub-alpha is Planned.
  - The Week Backlog work product is Filled.
  - The Weekly Increment work product is Planned.

**Deploy Increment (activity under Deploy the System)**

The purpose of Deploy Increment is to deploy the functionality in the Weekly Increment. Preferably, the new functionality is deployed automatically.

- **Accountable competency**
  *Development* is responsible for deployment and, if available, the automatic deployment.

- **Alpha inputs**
  The Deploy Increment activity performs the following operations:

  **Software System** The Software System is deployed.

- **Completion criteria**
  This activity is complete when the functionality in the Weekly Increment has been deployed. This includes achieving the following:
  
  - The *Software System* alpha becomes Operational.
– The Week sub-alpha is Concluded.
– The Weekly Increment work product is Complete.
B.2 Daily Standup

Daily Standup Meetings are 15-minute meetings held in the morning to quickly communicate what every team member has done, is going to do, and if there are impediments that block work. Daily team meetings help teams synchronize their work, check planned progress versus actual progress, plan the next working day, and resolve impediments before they impact progress. The Daily Standup meeting is present in the Scrum methodology, but is also mentioned in other methodologies such as the Kanban Method [3 27].

Figure B.2: Daily Standup in SEMAT notation.
B.2.1 Usage criteria

Purpose
- Synchronize the work of team members daily.
- Check whether set goals are still reachable.
- Plan the upcoming working days.
- Communicate impediments before they affect progress.

Prerequisites
- Team members need to be located close enough, preferably in the same room or on the same floor.
- All team members need to be present at the time of the daily meeting.

Necessary commitment
- Fifteen minutes every morning to hold the stand-up meeting.

Tailoring
- Additional standup meetings can be held if it is necessary to discuss progress or if impediments are discovered.
- This practice can be combined with Visualize Workflow (see Appendix B.6) by holding Daily Standup Meetings at the Card Wall. Team members can discuss the Index Cards currently in progress.
B.2. Alphas (things to work with)

Day (sub-alpha under Work)

Work is discussed every day, giving a form of daily iterations. Note that these iterations do not necessarily result in daily product increments.

Possible states

The day is started with a Daily Standup Meeting, resulting in the Day alpha reaching the Planned State. The Day is Closed when its progress has been discussed in the next Daily Standup Meeting.

**Planned** The Day is in this state when:

- The Daily Standup Meeting activity is performed

**Closed** The Day is in this state when:

- The next Day is Planned and the progress made during this Day is discussed.
B.2.3 Activities (things to do)

Daily Standup Meeting (activity under Coordinate activity)

The Daily Standup Meeting is held in order to:

- Clarify what has been done the previous day.
- State the plans for this day.
- Indicate blocking issues and impediments.

Discussing this daily, within 15 minutes, helps keep the team synchronized with development and resolve impediments together, before they affect progress.

- Accountable competency
  
  Management ensures the Daily Standup Meeting is held within the fixed timeframe and that issues and other lengthy topics are discussed afterwards if necessary.

- Alpha inputs
  
  The Daily Standup Meeting activity performs the following operations:

  Requirements Progress of achieving the requirements is discussed.

  Day The progress of the previous Day is discussed.

- Completion criteria
  
  This activity is complete when the Daily Standup Meeting is held and the current Day is Planned. This includes achieving the following:

  - The Day sub-alpha is Planned.
  - The previous Day sub-alpha is Closed.
B.3 MoSCoW Prioritization

Prioritization of requirements and tasks in levels that specifically tell what happens if they are not met or executed.

Four levels are defined:

- **Must Have** – crucial for the project and, for high-level requirements, represent the Minimum Usable Subset (MUS).
- **Should Have** – important but not vital.
- **Could Have** – wanted or desired but less important.
- **Won’t Have this Time** – these are agreed not to be delivered.

This practice is included in the DSDM Atern methodology [9]. The MoSCoW Prioritization extends the Requirements alpha within the Kernel with a Prioritized state, which is described below.

---

Figure B.3: MoSCoW Prioritization in SEMAT notation.
B.3.1 Usage criteria

Purpose

- Make priority levels of requirements understandable and specific.
- Make it understandable what it means when a requirement or activity has not been met.
- Have a Minimum Usable Subset (MUS) of Must Have requirements that are guaranteed to be delivered by the project.

Prerequisites

- A large enough set of requirements must be clear, i.e. the backlog must be large enough to prioritize.
- High availability of the customer or its representative is necessary for (re-)prioritizing the requirements.
- Development needs to be timeboxed for requirements to be reprioritized after completing an increment.

Necessary commitment

- Setting clear prioritization rules for Must Have, Should Have, Could Have and Won’t Have this Time with the customer.
- Reprioritizing requirements after each timebox.

Tailoring

- Reprioritize requirements independent of increments, for instance when delivery is continuous instead of incremental. This does require enough requirements are prioritized as Must and Should Haves at all times to ensure the team focuses on high priority requirements. Prioritization then happens in the context of recent development.
- A team member can be responsible for estimating priority of requirements for customers. The team member must have enough experience with the problem domain to be able to do so.
B.3.2 Alphas (things to work with)

Requirements

The MoSCoW Prioritization practices extends the Requirements alpha by adding the Prioritized state to it.

Prioritized Requirements reach this state when:

- Requirements are divided into four sets:
  - Must Have.
  - Should Have.
  - Could Have.
  - Won’t Have this Time.
- The Prioritize Requirements activity is performed.
B.3.3 Work products (artifacts to maintain)

Prioritization Rules (work product under Requirements)

The Prioritization Rules work product contains the rules with which Requirements are prioritized during the Prioritize Requirements activity.

Possible levels of detail

The Prioritization Rules work product can reach the following levels.

None Set The Prioritization Rules work product has reached this level when:

- There are no rules set for dividing requirements into Must Have, Should Have, Could Have and Won’t Have this Time.

Rules Set The Prioritization Rules work product has reached this level when:

- The Agree MoSCoW Rules activity is performed.
- Rules are set for dividing requirements into Must Have, Should Have, Could Have and Won’t Have this Time.

Sections

Must Have Description of when requirements can be prioritized as Must Have.

Should Have Description of when requirements can be prioritized as Should Have.

Could Have Description of when requirements can be prioritized as Could Have.

Won’t Have this Time Description of when requirements can be prioritized as Won’t Have this Time.
B.3.4 Activities (things to do)

Agree MoSCoW Rules (activity under Understand the Requirements)

Agree on the prioritization rules for Requirements. Below is an example of possible definitions for Must Have, Should Have, Could Have, and Won’t Have this Time. The Must Have definition is said to be non-negotiable, as this will have a critical impact on the success of the project.

**Must Have** Requirements for which the following holds:

- Cannot deliver on target date without this.
- No point in delivering on target date without this.
- Not legal without it.
- Unsafe without it.
- Cannot deliver the business case without it.

**Should Have** Requirements for which the following holds:

- Important but not vital.
- May be painful to leave out, but the solution is still viable.
- May need some kind of workaround, e.g. management of expectations, some inefficiency, an existing solution, paperwork, etc.

**Could Have** Requirements for which the following holds:

- Wanted or desirable but less important.
- Less impact if left out (compared to a Should Have).

**Won’t Have this Time** These are requirements the team has agreed it will not deliver.

- **Accountable competency**
  
  Management is accountable for discussing and agreeing prioritization rules with the Stakeholder Representative.

- **Alpha inputs**
  
  The Agree MoSCoW Rules activity performs the following operation(s):

  **Requirements** The Requirements that will have to be prioritized. The Requirements themselves will be used to discuss when one is a Must Have, a Should Have, etc.

- **Completion criteria**
  
  This activity is complete when rules for assigning priority are agreed upon. This includes achieving the following:

  - The Prioritization Rules work product reaches the Rules Set state.
Prioritize Requirements (activity under Prepare to do the Work)

At the end of each increment, as well as when first adopting this practice, prioritize the still unsatisfied requirements (again) to prepare for the next increment. Note that although a requirement can be a Must Have for the entire project, it can be assigned a lower priority for an increment if it will be developed later on.

- **Accountable competency**
  
  The *Stakeholder Representative* is responsible for prioritizing requirements, as he is able to determine what has priority and what is the Minimum Usable Set.
  
  Management is responsible for challenging whether a requirement is a Must Have, as requirements in the Minimum Usable Set will have a critical impact on the success of the project.

- **Alpha inputs**
  
  The Prioritize Requirements activity performs the following operations:

  **Requirements** The *Requirements* that are prioritized.

- **Completion criteria**
  
  This activity is complete when Requirements are prioritized according to the Prioritization Rules. This includes achieving the following:

  - The *Requirements* alpha reaches the Prioritized state.
B.4 Pair Programming

Pair Programming allows team members to collaborate in pairs on a single task. This practice allows pairs to:

- Keep each other on the task.
- Brainstorm refinements to the system.
- Clarify ideas.
- Take initiative when the partner is stuck, thus lowering frustration.
- Hold each other accountable to the team’s practices.

With Pair Programming, code is written with two team members at one machine. It is important that pairs give each other enough space and that pairs are rotated often. If a pair member needs to explore something on his or her own, this should be allowed. After exploration, bring the resulting idea back to the team and, if accepted, the pair starts working together again.

Pair Programming is described in the Extreme Programming methodology [5]. It has no work products.

Figure B.4: Pair Programming in SEMAT notation.
B.4.1 Usage criteria

Purpose

• Team members are divided into pairs so that they:
  – Keep each other on the task.
  – Brainstorm refinements to the system.
  – Clarify each other’s ideas.
  – Take initiative when the partner is stuck.
  – Hold each other accountable to the team’s way of working.

Prerequisites

• Team members must be allowed to work alone on an idea, as long as they return with the idea (not the code) when they are done exploring.
• Team members must be willing to form pairs.
• Team members must be allowed to indicate if they are uncomfortable pairing with a team member.

Necessary commitment

• Assigning tasks to formed pairs of team members.

Tailoring

• Pairs can be rotated every so often, for instance every hour.
• Pair programming can be used only when a team member indicates he needs help on a problem.
B.4.2 Alphas (things to work with)

**Pair (sub-alpha under Team)**

The team is split into Pairs to develop software on one machine.

**Possible states**

A Pair is first Formed by performing the Form Pair activity. When they have started their assigned tasks, the Pair is in the Working state. When they have completed their assigned tasks, the Pair is Adjourned.

- **Formed** The Pair is in this state when:
  - Two team members are assigned to as a Pair.

- **Working** The Pair is in this state when:
  - The Pair is working collaboratively to develop software.

- **Adjourned** The Pair is in this state when:
  - The assigned tasks of the Pair is completed and the Pair is disbanded.
B.4.3 Activities (things to do)

**Form Pair (activity under Coordinate Activity)**

Form pairs from team members so two programmers develop behind the same machine.

- **Accountable competency**
  Management is responsible for forming pairs of developers.

- **Alpha inputs**
  The Form Pair activity performs the following operation(s).

  - **Team** The team is (partly) grouped into pairs.

- **Completion criteria**
  This activity is complete when a pair has been formed. This includes achieving the following:
  - The Pair alpha is Formed.

**Adjourn Pair (activity under Coordinate Activity)**

Adjourn pairs when they are finished with their assigned tasks and are not given new tasks. The developers can then form a new pair or continue with tasks on their own.

- **Accountable competency**
  Management is responsible for deciding when a pair is adjourned. If pairs have tasks assigned, they can be adjourned by default if these tasks are completed.

- **Alpha inputs**
  The Form Pair activity performs the following operation(s).

  - **Pair** The pair is adjourned.

- **Completion criteria**
  This activity is complete when a pair has been adjourned. This includes achieving the following:
  - The Pair alpha is Adjourned.
B.5 Seasons of the Day

This practice allows teams to focus on progress of tasks in the morning, without distractions. The afternoon can be used for meetings, discussions, etc.

Each day is considered as an entire year of seasons:

- The morning is the spring, in which the team can concentrate on tasks.
- The lunch break is the summer, in which the team can rest.
- The afternoon is seen as the autumn, during which focus is lower and distractions are allowed.
- The evening is seen as the winter for sleep.

This practice divides each working day in the morning for focused work, the lunch break for resting, and the afternoon for communication. Adopting this practice will therefore influence other practices of the methodology.

Figure B.5: Seasons of the Day in SEMAT notation.
B.5.1 Usage criteria

Purpose
- Having the morning for focusing on completing assigned tasks without distractions.

Prerequisites
- The possibility to avoid distractions in the morning by deferring them to the afternoon.
- A small team in close proximity, preferably a single room for all development efforts.

Necessary commitment
- Moving any appointments to the afternoon.
- Making arrangements with the rest of the team, for instance the help desk, to avoid distractions in the morning.

Tailoring
- The team can select different time blocks for focused work and for communication. For instance, they can select to hold meetings only on Mondays and Fridays and reply to calls from customers only after 3 p.m.
B.5.2 Alphas (things to work with)

Day (sub-alpha under Work)
Each day has a different focus for the morning and afternoon. In the morning, distractions are to be avoided completely, focusing entirely on the assigned tasks. Meetings and discussions should be held in the afternoon.

Possible states
A Day first starts in the morning (or Spring), during which the team can concentrate on their tasks without distractions. The team rests during the lunch break (or Summer) and allows distractions, meetings, discussions, etc. in the afternoon (or Autumn).

- **Spring** The Day is in this state in the morning. The morning is used for focusing on assigned tasks without distractions.
- **Summer** The Day is in this state during the lunch break. The lunch break allows the team to rest from their focused morning.
- **Autumn** The Day is in this state in the afternoon. The afternoon allows for distractions, meetings, and discussions.
- **Winter** The Day is in this state in the evening. The evening is outside of working hours. Team members do not have any responsibility towards the project.
B.6 Visualize Workflow

Visualizing the workflow enables the team to track work items along the project’s workflow. Visualize Workflow is described in The Kanban Method, which contains a set of practices to improve the throughput of a project [3].

To apply this practice, tasks are specified on cards, which are put on a card wall. The card wall is divided in columns, representing the workflow of the project. For instance, queued cards first move to development, followed by testing, done, and finally deployed.

Figure B.6: Visualize Workflow in SEMAT notation.
B.6.1 Usage criteria

Purpose

• Track work items along the workflow of the project.
• Visualize work items on physical index cards which can be put on a card wall representing this workflow.
• Visualize impediments by cards that are stuck in a column.
• Identify possible improvements for the project, such as optimizing bottleneck activities, visualized by an overcrowded column on the card wall.

Prerequisites

• The team should be located close together, with the developers preferably in the same room.
• A card wall in the same room as the developers.

Necessary commitment

• Creating an outline of the workflow within the project.
• Shaping a card wall according to this workflow.
• Queuing and tracking work items along the workflow.
• Clearing index cards whose associated work has been completed and deployed.

Tailoring

• This practice can be combined with the Limit Work in Progress practice, also from the Kanban Method. Progress can be limited by setting a limit to the number of cards in each column of the card wall.
• Use an alternative of a card wall, such as a software system that has the functionality of a card wall.
• Visualize Workflow can be combined with practices that describe work items in a specific form, such as User Stories or Use Cases, which are then described on the index cards.
• Use horizontal swimlanes along the card wall to group certain work items, such as those belonging to a specific feature.
B.6.2 Alphas (things to work with)

**Work Item (sub-alpha under Requirements)**
A Work Item describes an item of work necessary for completing a requirement.

**Possible states**
A Work Item is first Created when it becomes known to the team. When it is Queued, an Index Card is Written that references to the Work Item and added to the "To Do" column of the Card Wall.

When progress of the Work Item is started, the In Progress state is reached. The associated Index Card is put into an "In Progress" column of the Card Wall. This indicates the current progress of the Work Item. After all necessary work is done, the Index Card is moved to the "Done" column. Correspondingly, the Work Item reaches the Done state.

Finally, for instance when a release takes place, the Card Wall is cleared and Index Cards that no longer contributing to current development are removed from the Card Wall.

**Created** The Work Item is in this state when:
- The item of work becomes known to the team.

**Queued** The Work Item is in this state when:
- An Index Card describing the Work Item is written.
- The Index Card is added to the “To Do” column of the Card Wall.

**In Progress** The Work Item is in this state when:
- The associated Index Card is moved from the “To Do” column into one of the “In Progress” columns.
- Progress of the Work Item has started.

**Done** The Work Item is in this state when:
- The associated work is completed.
- The associated Index Card is moved to the “Done” column of the Card Wall.
B.6.3 Work products (artifacts to maintain)

Card Wall (work product under Requirements)
The Card Wall visualizes Index Cards within the outline of the project’s workflow.

Possible levels of detail
The Card Wall only has the Shape Decided state, as its shape is decided when it is created. The Card Wall can be created and shaped by performing the Shape Card Wall activity.

**Shape Decided** The Card Wall has reached this level when:
- The Shape Card Wall activity has been performed.
- Its columns give a detailed outline of the workflow.

Sections
The Card Wall contains three Sections.

- **To Do** The column of the Card Wall where Index Cards are queued.
- **In Progress** The columns of the Card Wall that contain Index Cards whose associated Work Items are in progress.
- **Done** The column where Index Cards of completed Work Items are put.

Index Card (work product under Work Item)
An Index Card describes a Work Item. Index Cards are tangible card to be placed on the Card Wall, where it follows the set workflow of the project.

Possible levels of detail
The Index Card can reach the following levels.

- **Written** The Index Card has reached this level when:
  - A card describing the associated Work Item is written.
  - The card is added to the Card Wall’s “To Do” column.

- **Cleared** The Index Card has reached this level when:
  - The associated Work Item is completed.
  - The Clear Done activity is performed.
B.6.4 Activities (things to do)

Shape Card Wall (activity under Prepare to do the Work)

Shaping the Card Wall can be done so that:

- The Card Wall shows an outline of the workflow.
- Index cards can be put in states on the Card Wall.
- Progress of work items can be visualized on the Card Wall.

To outline the workflow, it may be necessary to perform Value Stream Mapping or a similar technique. Later on, the Card Wall can be fine-tuned to better fit the workflow, as using the Card Wall will make details more clear.

- **Accountable competency**
  Management will make an outline of the workflow and visualize it on the Card Wall.

- **Alpha inputs**
  The Shape Card Wall activity performs the following operation(s):

  - **Way of Working** The outline of the workflow is created from the Way of Working within the project.

- **Completion criteria**
  This activity is complete when the Card Wall shows the outline of the work process. This includes achieving the following:

  - The Card Wall reaches the “Shaped decided” level of detail

Queue Work Item (activity under Track Progress)

Work Items are written on an Index Card and queued so that:

- An Index Card is added to the "To Do" column of the Card Wall.
- Items of work become known to the development team.
- Team members can select this item of work to begin its progress.

Queueing a Work Item means physically writing an Index Card and putting it on the Card Wall’s "To Do" column.

- **Accountable competency**
  Management is responsible for selecting which items of work to queue to ensure the team will focus on those tasks first.

- **Alpha inputs**
  The Queue Work Item activity performs the following operations:

  - **Work Item** An Index Card for a Work Item is written and put on the board.
• **Completion criteria**
  
  This activity is complete when an Index Card is put on the Card Wall. This includes achieving the following:
  
  – The Work Item sub-alpha becomes Queued.
  
  – The Index Card work product is Written.

**Track Work item (activity under Track Progress)**

Tracking Work Items is achieved by moving the associated Index Cards along the Card Wall’s "In Progress" states. This visualizes the Work Item’s progress along the workflow of the project.

• **Accountable competency**
  
  *Development* is responsible for taking on Work Items and moving the associated Index Cards on the Card Wall.

• **Alpha inputs**
  
  The Track Work Item activity performs the following operations:
  
  **Work Item** The Work Item that is tracked with an Index Card on the Card Wall.

• **Completion criteria**
  
  This activity is completed whenever an Index Card is moved from or between "In Progress" columns on the Card Wall. This includes achieving the following:
  
  – The Work Item sub-alpha is In Progress.

**Complete Work Item (activity under Track Progress)**

When completing work on a Work Item, the associated Index Card is moved to the "Done" column on the Card Wall.

• **Accountable competency**
  
  *Development* is responsible for finishing items of work and moving the associated Index Card to the "Done" column.

• **Alpha inputs**
  
  The Complete Work Item activity performs the following operations:
  
  **Work Item** The Work Item of which the work is completed.

• **Completion criteria**
  
  This activity is complete when the associated task is done. This includes achieving the following:
  
  – The Work Item sub-alpha reaches the Done state.
B.6. VISUALIZE WORKFLOW

Clear Done (activity under Track Progress)

Clearing the "Done" column (often when deploying or releasing a new system) on the Card Wall is done so that only the Work Items whose functionality have yet to be deployed are still visible.

Clearing this column prevents a "Done" column containing old cards that do not visualize the current state of development.

- **Accountable competency**
  As Management is responsible for deciding when to release or deploy what new functionality, they are also responsible for clearing the "Done" column.

- **Alpha inputs**
  The Clear Done activity performs the following operations:

  **Work Item** The Work Items whose Index Cards are cleared from the "Done" column.

- **Completion criteria**
  This activity is performed when a release or deployment is done and old cards need to be removed from the "Done" column. This includes achieving the following:

  - The *Software System* alpha becomes Operational.
  - The Index Card work product becomes Cleared.
Appendix C

Project inventory interview

<table>
<thead>
<tr>
<th>Interviewee:</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Roles and responsibilities of interviewee:</td>
<td></td>
</tr>
<tr>
<td>Time on the project:</td>
<td></td>
</tr>
<tr>
<td>Years of experience in the field of software development:</td>
<td></td>
</tr>
<tr>
<td>Own evaluation of competence with current roles and responsibilities:</td>
<td></td>
</tr>
<tr>
<td>Very competent</td>
<td>O O O O O</td>
</tr>
<tr>
<td>Years of experience with using (agile) software development methodologies:</td>
<td></td>
</tr>
<tr>
<td>Own evaluation of knowledge on (agile) methodologies:</td>
<td></td>
</tr>
<tr>
<td>Very knowledgable</td>
<td>O O O O O</td>
</tr>
<tr>
<td>Perceived team culture:</td>
<td></td>
</tr>
<tr>
<td>Very participative</td>
<td>O O O O O</td>
</tr>
<tr>
<td>Willingness to change the work process and methodology:</td>
<td></td>
</tr>
<tr>
<td>Very willing</td>
<td>O O O O O</td>
</tr>
</tbody>
</table>
Goal for using the framework:

Number, roles and FTE of people involved:

<table>
<thead>
<tr>
<th>Distribution of people involved:</th>
<th>Same room</th>
<th>Same floor</th>
<th>Same building</th>
<th>Distributed nationally</th>
<th>Distributed globally</th>
</tr>
</thead>
</table>

Project priorities:
- Time to market
- Low costs
- Correctness
- Traceability

Other project priorities:

Cost limitations (budget):
- Very strict
- Very sufficient

System criticality:
- Loss of comfort
- Loss of discretionary monies
- Loss of essential monies
- Loss of life

Problem domain complexity:

Maintainability and difficulty of adding new (major) features to current solution:
- Very easy
- Very difficult
<table>
<thead>
<tr>
<th>Complexity of current solution (<em>according to measured software metrics</em>?):</th>
</tr>
</thead>
<tbody>
<tr>
<td>Increment length (number of weeks):</td>
</tr>
<tr>
<td>Length of lowest-level tasks (hours or days):</td>
</tr>
<tr>
<td>Stability of requirements:</td>
</tr>
<tr>
<td>Very predictable</td>
</tr>
<tr>
<td>Arrival of new requirements in the project:</td>
</tr>
<tr>
<td>Current backlog size (estimated duration):</td>
</tr>
<tr>
<td>Tightness to standards and conventions:</td>
</tr>
<tr>
<td>〇 Loose, no standards and conventions set</td>
</tr>
<tr>
<td>〇 Standards and conventions are set</td>
</tr>
<tr>
<td>〇 Strict, use is monitored for correspondence</td>
</tr>
<tr>
<td>Short project history:</td>
</tr>
<tr>
<td>Planned milestones:</td>
</tr>
<tr>
<td>〇 Maintenance only</td>
</tr>
<tr>
<td>〇 Minor upgrades</td>
</tr>
<tr>
<td>〇 Major upgrades</td>
</tr>
<tr>
<td>〇 New versions</td>
</tr>
<tr>
<td>Other planned milestones:</td>
</tr>
</tbody>
</table>
### APPENDIX C. PROJECT INVENTORY INTERVIEW

<table>
<thead>
<tr>
<th>Customer collaboration (availability and overall communication):</th>
</tr>
</thead>
<tbody>
<tr>
<td>Very collaborative</td>
</tr>
<tr>
<td>Not collaborative</td>
</tr>
</tbody>
</table>

| Requirements from stakeholders (in terms of deliverables): |

| Other projects, organizations and external parties involved (the environment): |

<table>
<thead>
<tr>
<th>Stability of environment:</th>
</tr>
</thead>
<tbody>
<tr>
<td>Very predictable</td>
</tr>
<tr>
<td>Very unpredictable</td>
</tr>
</tbody>
</table>

| Currently used methodology (as a basic workflow): |

| Things in the project and methodology to keep: |

| Things in the project and methodology to change or discard: |

| Anything else: |

---
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## Social adoption measurement form

<table>
<thead>
<tr>
<th>Interviewee:</th>
</tr>
</thead>
</table>

**Daily Standup Meeting**

Given the opportunity to use *Daily Standup Meeting*, how often do you use it?

<table>
<thead>
<tr>
<th>Never</th>
<th>20% or less</th>
<th>20-40%</th>
<th>40-60%</th>
<th>60-80%</th>
<th>80% or more</th>
<th>Always</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Use of *Daily Standup Meeting* is encouraged as a common activity within the team

<table>
<thead>
<tr>
<th>Disagree</th>
<th>Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Use of *Daily Standup Meeting* is routine and is used at every opportunity

<table>
<thead>
<tr>
<th>Disagree</th>
<th>Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

I consistently follow the instructions of *Daily Standup Meeting* when I use it

<table>
<thead>
<tr>
<th>Disagree</th>
<th>Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Instructions of *Daily Standup Meeting* are precisely described

<table>
<thead>
<tr>
<th>Disagree</th>
<th>Agree</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>
**Kanban board**

Given the opportunity to use *Kanban board*, how often do you use it?

<table>
<thead>
<tr>
<th></th>
<th>Never</th>
<th>20% or less</th>
<th>20-40%</th>
<th>40-60%</th>
<th>60-80%</th>
<th>80% or more</th>
<th>Always</th>
</tr>
</thead>
<tbody>
<tr>
<td>Use of <em>Kanban board</em> is encouraged as a common activity within the team</td>
<td>Disagree</td>
<td>⃝</td>
<td>⃝</td>
<td>⃝</td>
<td>⃝</td>
<td>⃝</td>
<td>⃝</td>
</tr>
<tr>
<td>Use of <em>Kanban board</em> is routine and is used at every opportunity</td>
<td>Disagree</td>
<td>⃝</td>
<td>⃝</td>
<td>⃝</td>
<td>⃝</td>
<td>⃝</td>
<td>⃝</td>
</tr>
<tr>
<td>I consistently follow the instructions of <em>Kanban board</em> when I use it</td>
<td>Disagree</td>
<td>⃝</td>
<td>⃝</td>
<td>⃝</td>
<td>⃝</td>
<td>⃝</td>
<td>⃝</td>
</tr>
<tr>
<td>Instructions of <em>Kanban board</em> are precisely described</td>
<td>Disagree</td>
<td>⃝</td>
<td>⃝</td>
<td>⃝</td>
<td>⃝</td>
<td>⃝</td>
<td>⃝</td>
</tr>
</tbody>
</table>

Can the changed work process have negative impact on the success of the project (and the increment currently under development)?

<table>
<thead>
<tr>
<th></th>
<th>Yes</th>
<th>No</th>
</tr>
</thead>
</table>

Anything else:
Appendix E

Questionnaires

E.1 Evaluation by employees

Enquêteformulier

Voor mijn afstuderen doe ik onderzoek naar werkwijzen binnen een project. Om projecten te ondersteunen een passende werkwijze te krijgen is een framework ontwikkeld. Deze enquête wordt afgenomen om te controleren of het ontwerp van dit framework in lijn is met hoe teamleden hun eigen werkwijze zouden willen aanpassen.

Bij voorbaat mijn dank voor het invullen!

Richard Cornelissen
Afstudeerder en part-time developer
Topicus Findesk

<table>
<thead>
<tr>
<th>Enquêteformulier</th>
<th>Zeer eens</th>
<th>Eens</th>
<th>Deels eens</th>
<th>Deels oneens</th>
<th>Oneens</th>
<th>Zeer oneens</th>
</tr>
</thead>
<tbody>
<tr>
<td>Ik wil dat management voor mij en mijn team een werkwijze selecteert.</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
<tr>
<td>Ik wil zelf mijn eigen werkwijze bepalen, onafhankelijk van de rest van mijn team.</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
<tr>
<td>Ik wil gezamenlijk met mijn team onze werkwijze beslissen.</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
<tr>
<td>Ik vind het de moeite waard om regelmatig met mijn team op onze werkwijze te reflecteren en deze te verbeteren.</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
<tr>
<td>Ik vind het de moeite waard om mijn werkwijze actief aan te passen en nieuwe werkwijzen te verkennen.</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
<tr>
<td>Ik wil de mogelijkheid hebben om nieuwe werkwijzen binnen mijn team voor te stellen en te introduceren.</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
</tbody>
</table>

Overige opmerkingen:
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**E.2 Evaluation at Findesk**

### Findesk enquêteformulier

Enquête omtrent een framework voor het in samenwerking verkrijgen van een passende methodologie. Onder elke vraag is ruimte voor extra opmerkingen en redenen voor antwoorden.

Bij voorbaat mijn dank voor het invullen!

Richard Cornelissen  
Afstudeerder en part-time developer  
Topicus Findesk

<table>
<thead>
<tr>
<th>Vraag</th>
<th>Zeer eens</th>
<th>Eens</th>
<th>Deels eens</th>
<th>Deels oneens</th>
<th>Oneens</th>
<th>Zeer oneens</th>
</tr>
</thead>
<tbody>
<tr>
<td>Het framework geeft teams de mogelijkheid een methodologie te ontwikkelen die bij hun werk past.</td>
<td></td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
<tr>
<td>Het framework geeft teamleden de mogelijkheid de methodologie naar hun doelen aan te passen.</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
<tr>
<td>Om een methodologie passend te maken aan een project is het iteratief verbeteren hiervan essentieel.</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
<tr>
<td>Voor het iteratief verbeteren zijn workshops voor gezamenlijke beslissingen met het team bruikbaar.</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
<tr>
<td>Een proposal met wijzigingen, met invulling van het team, is een goede voorbereiding voor de workshop.</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
<tr>
<td></td>
<td>Zeer eens</td>
<td>Eens</td>
<td>Deels eens</td>
<td>Deels oneens</td>
<td>Oneens</td>
<td>Zeer oneens</td>
</tr>
<tr>
<td>-------------------------------------------------------------------------------------------</td>
<td>-----------</td>
<td>------</td>
<td>------------</td>
<td>--------------</td>
<td>--------</td>
<td>-------------</td>
</tr>
<tr>
<td>De workshops zorgen voor een betere methodologie dan wanneer management een methodologie kiest.</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>De workshops zorgen voor betere adoptie van een methodologie dan wanneer het management kiest.</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Het houden van workshops is de moeite waard om tot een betere methodologie te komen.</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Het houden van workshops is voldoende om gezamenlijk de methodologie te verbeteren.</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Het meten van adoptie van nieuwe practices is een passende invulling voor verdere workshops.</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Het framework is bruikbaar om in de praktijk de methodologie van projecten te creëren of verbeteren.</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
E.3 Evaluation with experienced employees

Expert enquêteformulier

Enquête omtrent een framework voor het in samenwerking verkrijgen van een passende methodologie.
Onder elke vraag is ruimte voor extra opmerkingen en redenen voor antwoorden.

Bij voorbaat mijn dank voor het invullen!

Richard Cornelissen
Afsluierer en part-time developer
Topicus Findesk

<table>
<thead>
<tr>
<th>Question</th>
<th>Zeer eens</th>
<th>Eens</th>
<th>Deels eens</th>
<th>Deels oneens</th>
<th>Oneens</th>
<th>Zeer oneens</th>
</tr>
</thead>
<tbody>
<tr>
<td>Het framework geeft teams de mogelijkheid een methodologie te ontwikkelen die bij hun werk past.</td>
<td>☐ ☐ ☐ ☐ ☐ ☐</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Het framework geeft teamleden de mogelijkheid de methodologie naar hun doelen aan te passen.</td>
<td>☐ ☐ ☐ ☐ ☐ ☐</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>De inventarisatie verzamelt nuttige eigenschappen van het project ter verbetering van de methodologie.</td>
<td>☐ ☐ ☐ ☐ ☐ ☐</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Het uitvoeren van de inventarisatie is de moeite waard om tot een betere methodologie te komen.</td>
<td>☐ ☐ ☐ ☐ ☐ ☐</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Om een methodologie passend te maken aan een project is het iteratief verbeteren hiervan essentieel.</td>
<td>☐ ☐ ☐ ☐ ☐ ☐</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Voor het iteratief verbeteren zijn workshops voor gezamenlijke beslissingen met het team bruikbaar.</td>
<td>☐ ☐ ☐ ☐ ☐ ☐</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Een proposal met wijzigingen, met invulling van het team, is een goede voorbereiding voor de workshop.</td>
<td>☐ ☐ ☐ ☐ ☐ ☐</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Item</td>
<td>Zeer eens</td>
<td>Eens</td>
<td>Deels eens</td>
<td>Deels oneens</td>
<td>Oneens</td>
<td>Zeer oneens</td>
</tr>
<tr>
<td>----------------------------------------------------------------------</td>
<td>-----------</td>
<td>-------</td>
<td>------------</td>
<td>--------------</td>
<td>--------</td>
<td>-------------</td>
</tr>
<tr>
<td>De bijgevoegde practice-voorbeelden zijn nuttig voor suggesties ter verbetering van de methodologie.</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
<tr>
<td>Doelen, voorwaarden, nodige commitment en variaties van practices zijn een nuttige leidraad voor het maken van een proposal.</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
<tr>
<td>De workshops zorgen voor een betere methodologie dan wanneer management een methodologie kiest.</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
<tr>
<td>De workshops zorgen voor betere adoptie van een methodologie dan wanneer het management kiest.</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
<tr>
<td>Het houden van workshops is de moeite waard om tot een betere methodologie te komen.</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
<tr>
<td>Het houden van workshops is voldoende om gezamenlijk de methodologie te verbeteren.</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
<tr>
<td>Het meten van adoptie van nieuwe practices is een passende invulling voor verdere workshops.</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
<tr>
<td>Het framework is bruikbaar om in de praktijk de methodologie van projecten te creëren of verbeteren.</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
<td>☐</td>
</tr>
</tbody>
</table>
Appendix F

Survey results

This appendix contains the raw results of the surveys discussed in Chapter 7. For each question, the number of answers for each point is displayed. A small graph is added for each question to visualize the spread of the answers.

F.1 Employee survey results

<table>
<thead>
<tr>
<th>Strongly agree</th>
<th>B</th>
<th>C</th>
<th>D</th>
<th>E</th>
<th>F</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td></td>
<td>32</td>
<td>46</td>
<td>24</td>
<td>30</td>
</tr>
<tr>
<td>Agree</td>
<td>8</td>
<td>4</td>
<td>55</td>
<td>51</td>
<td>53</td>
</tr>
<tr>
<td>Partly agree</td>
<td>24</td>
<td>32</td>
<td>16</td>
<td>7</td>
<td>27</td>
</tr>
<tr>
<td>Partly disagree</td>
<td>25</td>
<td>19</td>
<td>2</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>Disagree</td>
<td>37</td>
<td>41</td>
<td></td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>Strongly disagree</td>
<td>11</td>
<td>8</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
F.2 Findesk team member survey results

<table>
<thead>
<tr>
<th></th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
<th>E</th>
<th>F</th>
</tr>
</thead>
<tbody>
<tr>
<td>Strongly agree</td>
<td>1</td>
<td></td>
<td>3</td>
<td>2</td>
<td>3</td>
<td>4</td>
</tr>
<tr>
<td>Agree</td>
<td>4</td>
<td>5</td>
<td>5</td>
<td>4</td>
<td>6</td>
<td>1</td>
</tr>
<tr>
<td>Partly agree</td>
<td>3</td>
<td>2</td>
<td>1</td>
<td>2</td>
<td></td>
<td>3</td>
</tr>
<tr>
<td>Partly disagree</td>
<td>1</td>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>Disagree</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>Strongly disagree</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>G</th>
<th>H</th>
<th>I</th>
<th>J</th>
<th>K</th>
</tr>
</thead>
<tbody>
<tr>
<td>Strongly agree</td>
<td>4</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Agree</td>
<td>5</td>
<td>7</td>
<td>1</td>
<td>4</td>
</tr>
<tr>
<td>Partly agree</td>
<td>1</td>
<td>2</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>Partly disagree</td>
<td></td>
<td></td>
<td>4</td>
<td>2</td>
</tr>
<tr>
<td>Disagree</td>
<td></td>
<td></td>
<td></td>
<td>2</td>
</tr>
<tr>
<td>Strongly disagree</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
### F.3 Experienced employee survey results

<table>
<thead>
<tr>
<th></th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
<th>E</th>
</tr>
</thead>
<tbody>
<tr>
<td>Strongly agree</td>
<td>2</td>
<td></td>
<td>3</td>
<td>4</td>
<td>2</td>
</tr>
<tr>
<td>Agree</td>
<td>4</td>
<td>6</td>
<td>2</td>
<td>2</td>
<td>4</td>
</tr>
<tr>
<td>Partly agree</td>
<td></td>
<td></td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Partly disagree</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Disagree</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Strongly disagree</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th></th>
<th>F</th>
<th>G</th>
<th>H</th>
<th>I</th>
<th>J</th>
</tr>
</thead>
<tbody>
<tr>
<td>Strongly agree</td>
<td>2</td>
<td>2</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Agree</td>
<td>2</td>
<td>2</td>
<td>5</td>
<td>2</td>
<td>5</td>
</tr>
<tr>
<td>Partly agree</td>
<td>1</td>
<td>2</td>
<td></td>
<td>3</td>
<td>1</td>
</tr>
<tr>
<td>Partly disagree</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Disagree</td>
<td>1</td>
<td></td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Strongly disagree</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
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### APPENDIX F. SURVEY RESULTS

<table>
<thead>
<tr>
<th></th>
<th>K</th>
<th>L</th>
<th>M</th>
<th>N</th>
<th>O</th>
</tr>
</thead>
<tbody>
<tr>
<td>Strongly agree</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>Agree</td>
<td>4</td>
<td>5</td>
<td>4</td>
<td>5</td>
<td>6</td>
</tr>
<tr>
<td>Partly agree</td>
<td>1</td>
<td></td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Partly disagree</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Disagree</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Strongly disagree</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>