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ABSTRACT 
Model-based software testing is done by generating test-cases 

from a model that represents the workings of a System Under Test 

(SUT). Then the tool runs those tests and compares the results 

with the actual SUT. One of the issues here is the synchronization 

of the communications between the tool and the SUT. In the 

testing tool TorX this is the task of the Adaptor. For this paper 

we’ve developed an Adaptor for a simple Lego Mindstorms robot. 

The goal behind this is to obtain a generic Adaptor from this 

specific Adaptor. 
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1. INTRODUCTION 
Testing is an integral part of the Software Engineering process, 

finding out whether or not a system works according to the 

specifications. There are several ways to check if a system meets 

the requirements, black-box and white-box testing will be 

discussed. With black-box testing we check to see if the system 

works according to the specification by looking at its inputs and 

outputs. Here we are not concerned with the inner workings and 

structure. In white-box testing on the other hand, we do take the 

inner structure into account.  

One way to perform a black-box test is to use model-based 

testing.  With this method we describe the behavior of the SUT 

using a model. Then we apply a tool such as TorX to generate test 

cases bases upon that model. Using TorX we verify if the SUT 

responds according to the expectations specified in the model. 

The testing tool keeps a record of the current state the SUT is in 

and reports any errors it finds. 

In this paper we want to look at one specific part of TorX: the 

Adaptor. The task of the Adaptor is to provide the 

communications between the SUT and TorX; this is done by 

correctly translating the messages into something the SUT can 

understand, and then passing them on to the SUT. The main 

problem with the Adaptor at the moment is that each time one 

needs an Adaptor, one needs to write a new one. This can be a 

time-consuming effort. 

 

 

 

We propose to first write a specific Adaptor for a Lego robot we 

also want to build. The goal for this Adaptor is not only to 

correctly facilitate the testing of our Lego robot, but also to serve 

as a basis for a more generic Adaptor.  

Then we will separate the parts of the specific Adaptor that are 

actually specific for this Adaptor and the parts that can be reused 

for other Lego robots. The end product will then be an Adaptor 

that can easily be modified to support different Lego robots. 

2. TORX 
The model based testing tool TorX was developed to test systems 

with respect to model based specifications. TorX is based on the 

ioco test-theory [1]. This means that a SUT is correct if and only 

if the outputs it gives are correct according to the model that 

specifies the SUT. An important output that should not be 

forgotten here is quiescence, which is the absence of any output. 

TorX has been used to test several different systems in both 

academic and industrial environments [6]. The goal in developing 

TorX was to have a flexible and open system. As specified in 

Figure 1, TorX has 4 main components: the Explorer and the 

Primer who translate and prepare the model for testing, the 

Adaptor that provides the communications between the SUT and 

the rest of TorX, and the Driver which is the main component that 

makes most of the testing decisions.[6] 

2.1 The Adaptor 
The tasks the Adaptor has to fulfill can be split into two basic 

tasks. First of all the Adaptor needs to translate all the messages 

used in the model into stimuli for the SUT, it also needs to 

translate the outputs generated by the SUT into observations the 

driver can use to verify the behavior of the SUT.  

The second task the Adaptor needs to fulfill is to send the 

translated messages form the driver to the SUT, or vice versa. It is 

important that all the messages are sent as fast as possible, and 

that none of the messages are lost during the process, otherwise 

the Adaptor might generate errors that do not actually exist, 

violating the “no false positives” principle. 
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Figure 1: The basic architecture of TorX 



3. PROBLEM STATEMENT 
Although the job of the Adaptor is important, there is no 

systematic method of obtaining one. This means that for each 

SUT one would need to develop a new Adaptor to be able to 

communicate with it. The goal of this paper is to find a more 

generic Adaptor and thereby making it easier to support 

communication with a new SUT in the future. 

3.1 Research Questions 
The main problem we want to tackle is the lack of a generic 

Adaptor which one can easily use for a SUT. We will begin 

developing a specific Adaptor for a Lego robot. Therefore the first 

question we want to answer is: 

How is it possible to write a specific Adaptor for a Lego 

robot? 

We will use this as a proof of concept.  From there we can try to 

obtain a more generic Adaptor for Lego Mindstorms, this leads us 

to the more significant question: 

Which parts of the specific Adaptor can be generalized for all 

Lego Robots? 

Such an Adaptor would of course need to be able to handle every 

input and output from any Lego Mindstorms motor and sensor. It 

needs to be robust and adaptable to be able to handle any Lego 

Robot.  

Because of the fact that Lego Mindstorms isn’t the only desired 

application for this Adaptor, it would be useful to have a more 

formal procedure for obtaining Adaptors for any combination of 

SUT.  Therefore we also want to answer the following question:  

To what extent is the Lego Adaptor applicable to other types 

of reactive systems other than Lego systems?  

4. REQUIREMENTS 
As described above, the Adaptor has two main tasks. The Adaptor 

we want to build needs to handle those jobs correctly.  

The first task for the Adaptor is to translate the messages from the 

driver into stimuli for the robot, and to translate the output from 

the robot into observations. Because we are going to test a Lego 

robot, this means we need to translate the stimuli into actions 

performed by one or more Lego Mindstorms motors. The 

observations will be a bit more difficult. The sensors provided by 

Lego Mindstorms do not always generate the expected results. 

Because we are performing a black-box test we will not be using 

the motors or sensors used by the SUT itself. Therefore we will be 

using a second NXT microcomputer.  

The second task for the Adaptor is to correctly pass all the 

messages from and to the SUT. This is important because the 

Driver needs to know if the sequence in which the messages arrive 

at the Adaptor are as good as possible. The problem here occurs 

when both the stimulus and the observation are sent at about the 

same time. In this case TorX might think the system is in a 

different state then the actual state. This might lead to errors that 

don’t exist. 

The synchronization problem occurs because the communication 

between the Adaptor and the Driver needs to be synchronized, 

while the communication between the Adaptor and the SUT can’t 

be synchronized. 

Another problem that might occur is a buffer-overflow. 

Sometimes the SUT sends out a burst of observations at the same 

time, first of all, none of these observations may get lost at any 

point, all of these must be sent to the Driver as soon as possible.  

The generic Adaptor will also need to fulfill these requirements. 

But it will also need to be as generic as possible, so it can be used 

for other SUTs as well. 

5. EXISTING SOLUTIONS 
TorX currently has a working Adaptor; this Adaptor works by 

passing the messages given in the model to the standard-in and 

standard-out of the computer or by using a TCP socket. The 

current Adaptor is capable of correctly buffering the messages 

from the system to be processed later by the driver or the SUT. 

Most of this code is still useful and we propose to use this 

Adaptor as a basis for the new generic Adaptor.  

Next to TorX, several other model-based testing tools were 

developed [2], amongst these at least TGV [4] and Gotcha [3] 

have been successfully applied in industrial environments [5]. 

Unfortunately most papers concerning these tools don’t elaborate 

on the communication problems we want to research; instead they 

choose to elaborate on the mathematics behind the tools [4] or the 

differences between the tools [2].  The paper on TGV does 

discuss on the communication, and does describe the interface in 

a similar manner as TorX [4]; however it doesn’t elaborate on any 

communication problems.  

6. IMPLEMENTATION 
First of all, we needed an SUT we could test. For our SUT, we 

decided to use a ball-sorter. We will provide a number of black 

and/or white marbles one at a time to a cross shaped sorter, once 

the marble lands in the sorter, a sensor will decide if t is either a 

black or a white marble. According to the input provided by the 

sensor, the sorter will either turn clockwise for a white marble, or 

counter-clockwise for a black marble. After all marbles have been 

sorted, one would end up with lines of the same color. Figure 2 

gives a basic idea of the sorter itself 

After we built the sorter, we added a few extra motors and sensors 

to the robot, these motors and sensors would be used by a second 

NXT microcomputer. These additions will allow TorX to provide 

either a black or a white marble to the sorter, and also later on see 

if the marble did get sorted correctly. Here it doesn’t matter what 

Figure 2: The basic structure for the robot to be used as 

the SUT 

Input marbles 

Sorting engine 

White output Black output 



the color is of the sorted marble because a black marble in the 

white output bin will always generate an error. 

Figure 3 provides the overview of the Adaptor and its relation to 

TorX. On the right side of the figure we see the SUT and built 

around it, the TorX NXT Adaptor. These are the two parts we’ve 

discussed above.  

Also important for testing a system is the model that describes the 

behavior of the system. The model for our sorter provided in 

figure 4. In the starting state it can decide to either feed a white 

marble to the sorter or a black marble, after that it will wait for the 

response from the system. 

The last two pieces needed to test if the SUT works are the two 

pieces of the Adaptor. We need to divide the system into two 

separate pieces because there is no direct communication possible 

between TorX and a Lego Mindstorms microcomputer. 

The first piece will be the TorX PC Adaptor; its job is to provide 

the communications between TorX and the NXT microcomputer. 

Communications between TorX and the PC Adaptor will be done 

using a TCP Socket. Communications between the PC Adaptor 

and the NXT Microcomputer go through a USB connection. 

The second part is the TorX NXT Adaptor; this part will translate 

the messages from TorX into actions, and will report any 

observations back to TorX. 

All the different parts within the NXT Adaptor and the PC 

Adaptor have also been displayed in Figure 5. 

6.1 TorX PC Adaptor 
The TorX PC Adaptor is subdivided into two parts, the Stimuli 

Handler and the Observation handler.  

First of all, the PC Adaptor will set up both the connections with 

the NXT micro computer and with TorX. After that it will start 

two different threads, one for the observation handler, and one for 

the stimuli handler. These set-up tasks are completely generic, and 

can be re-used for other Adaptors. 

The job of the Stimuli Handler is to translate the messages from 

TorX into integers and send them to the NXT microcomputer. The 

job of the Observation Handler is the same, just vice versa. For 

other Adaptors, these parts will need new translation rules, other 

than that, these parts can be reused as well. 

When modifying this part of the Adaptor, please note that the end-

of-line characters after the return messages are a necessity, 

otherwise TorX will not recognize these messages as the same as 

the ones in the model. 

6.2 TorX NXT Adaptor 
The NXT Adaptor is subdivided into three different parts; similar 

to the PC Adaptor we have both a Stimuli Handler and an 

Observation Hander. There is however a new part added to this 

system: The LCD handler.  

Similar to the PC Adaptor, the NXT Adaptor begins with setting 

up the connection between the PC Adaptor and the NXT Adaptor 

and then setting up the three threads. This part of the Adaptor is 

generic as well. 

The Stimuli Handler then proceeds to translate any messages from 

TorX into actions performed by the Adaptor. The translation part 

of the Stimuli Handler will need to be modified for other 

Adaptors. The actual functions for controlling the Lego motors 

will need to be rewritten for other Adaptors. 

The Observation Handler translates any input from the two light 

sensors connected to it into observations for TorX. The 
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Figure 4: Model of the Sorter 
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Figure 5: Message flow between the Adaptor parts 

TorX PC Adaptor TorX NXT Adaptor 

SUT 

Model 

TorX 

TCP 

connection 

T
o

rX
 P

C
 A

d
ap

to
r 

USB 

connection 

T
o

rX
 N

X
T

 A
d

ap
to

r 

Figure 3: Overview of the final product and its relation to other systems 



functionality for this part will need to be rewritten as well for any 

other Adaptor. 

The LCD handler displays some useful numbers on the screen, 

this mostly for de-bugging. It can probably be left out in other 

Adaptors, should a Software Engineer decide he doesn’t need it. 

Because the de-bugging data is very specific to this system, this 

part is also not very re-useable for other Adaptors. 

7. GENERIC ADAPTOR 
Due to time constraints we haven’t been able to set up any kind of 

interface for a generic Adaptor, however the structure used for the 

generic Adaptor, as described above, can be applied to many more 

Lego Mindstorms Robots. All one needs to change are the 

messages the PC Adaptor expects from both sides and correctly 

translate them into new messages for the next application.  

The same goes for the NXT Adaptor. One will need to modify the 

expected messages it receives and change them into their own 

desired actions. One will also need to set up their own sensors to 

check the outputs. 

One of the things we wanted to do is write a specific class for 

handling the light sensors in the way this system is using it. In that 

case the re-use of this specific part could very well be 

implemented with a single function call in the Adaptor. 

8. CONCLUSIONS 
To answer our first research question we’ve built a specific 

Adaptor for a specific Lego Robot, the biggest issue with writing 

this specific Adaptor was to setting up the communications 

between TorX and the PC Adaptor and between the PC Adaptor 

and the NXT Adaptor.  

As for writing a generic for Lego Mindstorms robots, even though 

we didn’t have the time to write one ourselves, a lot of parts 

written for the specific Adaptor can be reused for the any other 

Lego Mindstorms Adaptor.  

  

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

As for our last question on a completely generic Adaptor; the 

current Adaptor TorX is using is well capable of communicating 

with different kinds of systems. Other than the ability to 

communicate using TCP Sockets, it can also communicate more 

directly using the standard-in and standard-out from the 

command-line. The main issue then remains the fact that the 

messages need to match the messages TorX is expecting perfectly. 
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